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What is Fourth Cloud?
Fourth Cloud represents an emerging operational pattern: unified, Al-native infrastructure
spanning cloud, on-prem, and edge, with intelligent governance and autonomous control

integrated across the entire environment.

The Problem:



Vendors claim "Fourth Cloud" capabilities but deliver radically different architectures—from
complete platforms to component libraries requiring extensive integration. Meanwhile,
enterprises attempt to operate platforms they lack the organizational maturity to sustain.

What This Framework Provides:

1. Self-Assessment First: A 30-point organizational readiness assessment that reveals
which Fourth Cloud path matches your maturity level

2. Maturity-Based Paths: Four realistic paths from "build capability first" to "full best-of-
breed composition"

3. Gap Ownership Reality: Detailed analysis of why composed infrastructure fails
(product management burden, lifecycle coordination)

4. Vendor Evaluation: Structured technical evaluation for organizations ready to proceed

Expected Outcomes:

e 70-80% of enterprises: Discover they're not ready, avoid $5-10M failed initiative

e 15-20% of enterprises: Identify realistic staged approach, right-size ambitions

e 5% of enterprises: Pass readiness assessment, proceed to deep vendor evaluation with
expert guidance

This is primarily an educational framework and decision-making tool, not a traditional
RFP.
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1. Introduction

1.1 Purpose of This Document

The Problem This Document Solves

I've been attempting to build private cloud since 2010, starting at Lockheed Martin when I was
assigned to a task team responding to the AWS threat. I lived through the complexity of
OpenStack deployments, the vendor promises, the integration nightmares, and the slow drift
toward irrelevance that plagued every private cloud initiative I touched.

The pattern was always the same: enterprises would install infrastructure, declare victory at
launch, and then watch as public cloud pulled further ahead while internal platforms accumulated
technical debt and organizational friction. Teams would be reassigned, documentation would go
stale, and within 18 months the "strategic platform" would become a maintenance burden no one
wanted to own.



The core insight took 15 years to crystallize: Public cloud works because it's managed like
a product—continuously invested in, evolved, and operated with discipline. Private cloud
fails because enterprises treat it like installed software—deployed once, then starved of the
people, process, and investment required to keep it competitive.

This realization reframes what "Fourth Cloud" actually means.
What Is Fourth Cloud?

Fourth Cloud isn't a product category—it's an operational pattern:

A uniform, Al-native operational substrate spanning cloud, on-prem, and edge, with
intelligent governance and control integrated across the entire environment, that can be
operated with product discipline in enterprise environments that don't have hyperscaler
engineering cultures.

The distinction matters:
Public Cloud (First through Third Clouds):

e Operated as products by vendors

o Continuous evolution, no forklift upgrades
e Clear service boundaries

o Enterprise consumes, doesn't operate

Traditional Private Cloud:

o Installed software model

o Forklift upgrades or obsolescence

e Ambiguous operational ownership

o Enterprise must operate like a product (but usually can't)

Fourth Cloud:
e Must work across cloud AND on-prem (and edge)
e Must be operable with enterprise operational maturity
e Must provide product-like evolution without vendor operation

e Must survive contact with enterprise reality
e Handles Al and non-Al workloads uniformly

Fourth Cloud Is a Journey, Not a Binary Decision
After 15 years of failures, I've learned that the question isn't ""Should we do Fourth Cloud?"

The question is: "What's the right infrastructure path for our organization's current
maturity level?"



Possible paths forward:
Path 1: Build Operational Maturity First

e Current state: Limited platform capability, infrastructure as projects

e Action: Improve current operations, invest in [aC, build team capability
e Timeline: 3-5 years before Fourth Cloud readiness

o This is not failure—it's pragmatic capability building

Path 2: Staged Modernization

o Current state: Some platform capability, pockets of excellence

e Action: Modernize current infrastructure with product discipline, fill capability gaps
e Timeline: 2-3 years of staged Fourth Cloud adoption

e This is progress—building toward Fourth Cloud systematically

Path 3: Selective Fourth Cloud Adoption

o Current state: Strong capability in several areas

e Action: Integrated single-vendor solutions, limited scope, expand gradually
e Timeline: 1-2 years initial deployment, 3-4 years for maturity

o This is realistic Fourth Cloud for most mature enterprises

Path 4: Full Fourth Cloud Composition

o Current state: Strong capability across domains, proven integration discipline

e Action: Best-of-breed multi-vendor composition, manage gaps with product discipline
e Timeline: 1-2 years for production, ongoing evolution

o This is ambitious Fourth Cloud for highly mature organizations

All paths are valid. The wrong path is attempting Path 4 when you're actually at Path 1—that
leads to failed initiatives, wasted investment, and team burnout.

Why This Document Exists
This document serves three purposes:

First, it helps you identify your path. Section 3 provides a 30-point organizational readiness
assessment that reveals which path matches your current maturity. Most organizations are on
Path 1 or 2. There is no shame in this—it's reality.

Second, it explains why Fourth Cloud is hard. Section 2.6 (Gap Ownership and Lifecycle
Management) details the product management burden of composed infrastructure. This applies to
all paths, though the burden scales with ambition. Understanding this prevents underestimating
the challenge.



Third, for organizations ready to evaluate vendors, it provides structured evaluation
criteria. Sections 4-5 provide detailed technical evaluation frameworks, but matched to your
maturity level. What you evaluate and what you ask vendors depends on which path you're on.

What This Document Is Not
This is not a gate that most will fail.

This is a path-finding tool. Some organizations will discover they're on Path 1 (build capability
first). That's success—you avoided wasting $5-10M on an initiative you weren't ready for.

This is not vendor-biased against anyone.

This RFP uses vendor-neutral patterns and examples. The goal is honest assessment of
capabilities, not favoring specific vendors.

This is not pessimistic about Fourth Cloud.

Fourth Cloud is real as an operational pattern. Some organizations can achieve it today. More
will be ready in 2-3 years. The market is maturing. This document helps you time your journey
appropriately.

Who Should Use This Document

Everyone considering infrastructure modernization should complete Section 3 (Readiness
Assessment). This reveals your path.

Path 1 organizations should focus on operational capability building, not vendor evaluation.
Come back to vendor evaluation in 18-24 months.

Path 2 organizations should evaluate vendors offering integrated solutions with strong
professional services. Skip complex multi-vendor compositions.

Path 3 organizations should evaluate single-vendor or lightly-composed solutions. Use full RFP
sections but filter for appropriate complexity.

Path 4 organizations should use the complete RFP for comprehensive best-of-breed evaluation.

CIOs and CTOs should use this to set realistic timelines and avoid repeating the private cloud
failure pattern.

Expected Outcomes

After completing the readiness assessment:



e 30-40% of enterprises: Path 1 (build capability first) — Saved from premature Fourth
Cloud attempt

e 30-40% of enterprises: Path 2 (staged modernization) — Right-sized approach, realistic
timeline

e 20-25% of enterprises: Path 3 (selective adoption) — Single-vendor solutions,
manageable scope

e 5-10% of enterprises: Path 4 (full composition) — Best-of-breed, high capability

After completing vendor evaluation (Paths 2-4):

e Discover which vendors match your maturity level
e Understand realistic costs and timelines

o Identify gaps you must own vs. vendor-provided

e Make informed build/buy/wait decisions

The Core Question
After 15 years of private cloud failures, the question isn't ""Can we do Fourth Cloud?"

The question is: "What's our realistic path to better infrastructure operations, and what's
the right timing based on our organizational maturity?"

This RFP is designed to answer that question honestly.

How This Differs from the 4+1 AI Platform RFP

The 4+1 RFP and Fourth Cloud RFP serve different evaluation needs, though they occasionally
intersect.

The 4+1 Al Platform RFP evaluates Al infrastructure completeness:

e "Do I have all the layers needed to run Al workloads?" (Layer 0 through Layer 3)

e "Which vendors cover which layers?"

e "Where are my gaps in the Al stack?"

o Focused specifically on Al capability (inference, training, RAG, agents)

o Evaluates layer coverage: compute (0), data plane (1A/B/C), operational tri-plane
(2A/B/C), applications (3)

e Solutions exist today through composition (Databricks + Weaviate + Ray + Kamiwaza)
or integrated platforms

The Fourth Cloud RFP evaluates operational infrastructure viability:

e "Can I operate my entire environment (Al + non-Al workloads) as unified substrate?"
o "Will this survive enterprise operational reality?"

e "Can developers declare intent while operators maintain visibility?"

e "Does this work across cloud, on-prem, edge for ALL workloads, not just AI?"



o Focused on operational sustainability, persona abstractions, product discipline
e Solutions are emerging but incomplete

The distinction matters:

You might have a complete 4+1 Al stack (passing the AI RFP) but run it on infrastructure that
fails Fourth Cloud criteria (operational sustainability, persona abstraction, cross-workload
reasoning).

Conversely, you might evaluate a Fourth Cloud platform that promises unified operations but
discover it's missing critical Al layers (no Layer 1B vector store, weak Layer 2C reasoning for
Al workloads).

The ideal—a Fourth Cloud platform with complete 4+1 AI coverage—is aspirational. Most
enterprises will compose solutions, and this RFP helps evaluate whether those compositions can
be operated sustainably.

Use the 4+1 RFP when: Evaluating Al infrastructure stack completeness for Al workloads

Use the Fourth Cloud RFP when: Evaluating operational platforms that promise to unify
cloud, on-prem, and edge as single substrate (for Al and non-Al workloads)

Use both when: A vendor claims to be a "complete Al-native cloud platform"—evaluate Al
capability with 4+1, evaluate operational viability with Fourth Cloud

1.2 The Fourth Cloud Layer Model

How Fourth Cloud Layers Map to the 4+1 Model

The Fourth Cloud RFP builds on the CTO Advisor 4+1 Layer Al Infrastructure Model but
extends it to evaluate platforms operating entire environments, not just AI workloads.

The 4+1 Model (Al Infrastructure):

e Layer 0: Compute & Network Fabric

o Layer 1: Data Plane (1A/B/C)

o Layer 2: Operational Tri-Plane (2A/B/C)
o Layer 3: Al Application Layer

The Fourth Cloud Model (Whole Infrastructure):
e FC-0: Physical & Virtual Substrate (compute, network, accelerators, VMs, containers)

e FC-1: Distributed Data & Context Fabric (unified metadata, governance, data gravity)
e FC-2: Al-Operated Control Plane



o FC-2A: Infrastructure Orchestration (provisioning, quotas, lifecycle)
o FC-2B: Execution & Runtime (workload execution, orchestration)
o FC-2C: Reasoning Plane (The Core Differentiator)

o FC-3: Execution & Runtime Layer (inference, pipelines, services, agents)

o FC-4: Enterprise Al Applications & Integration Plane

Key Distinction: Fourth Cloud layers handle AI workloads AND traditional workloads
uniformly. VMs, containers, batch jobs, databases, and Al inference all operate under the same
reasoning plane.

FC-2C: The Reasoning Plane (Why This Matters for Fourth Cloud)
In the 4+1 Model, Layer 2C provides:

e Autonomous reasoning for Al workload placement

o Multi-objective optimization (cost, latency, compliance, data gravity)
e Policy-driven decisions for Al infrastructure

e "Compute moves to data" for Al operations

In Fourth Cloud, FC-2C extends this to:

e Autonomous reasoning for ALL workload types (VMs, containers, Al, databases, batch
jobs)

e Global placement decisions across cloud, on-prem, and edge

e Unified policy enforcement regardless of workload type or location

o Substrate-agnostic operations (developer doesn't care if workload runs on specific
infrastructure)

Why FC-2C Defines Fourth Cloud
Without FC-2C, you have:

e Multi-cloud management tools (deploy to any cloud manually)
e Kubernetes everywhere (uniform container runtime, manual placement)
e Cloud management platforms (unified dashboards, manual decisions)

With FC-2C, you have Fourth Cloud:

e Autonomous placement: System decides where workloads run based on policy, data
gravity, cost, compliance

o Unified reasoning: Same decision engine operates VMs, containers, Al workloads

e Persona abstraction: Developers declare intent, operators see substrate, FC-2C bridges
them

e Policy-driven operations: Declare compliance once, enforced everywhere automatically

FC-2C Decision Scope: Fourth Cloud vs 4+1



4+1 Layer 2C decides:

e Which GPU cluster runs this Al training job?
e Where to place inference for optimal cost/latency?
e How to route RAG queries to data locations?

Fourth Cloud FC-2C decides:

e Where should this VM run? (Infrastructure on-prem or cloud?)

e Where should this container run? (K8s on-prem or managed cloud?)

e Where should this database run? (Near application or near bulk of data?)

e Where should this Al inference run? (Same logic as 4+1, but unified with other workload
types)

o All using the same reasoning engine, policy language, and decision framework

Example: FC-2C Unified Reasoning
Scenario: Enterprise runs:

e Traditional VMs (on-prem virtualization)

o Containerized apps (Kubernetes multi-cloud)
e Al workloads (GPU clusters)

o Databases (on-prem and cloud)

Developer declares workload:

application: financial-reporting
requirements:
region: us-east
compliance: SOX, GDPR
data sources:
- sap-erp (on-prem)
- salesforce (cloud)
compute: 8-core, 32GB RAM
runtime: container preferred, VM acceptable

FC-2C reasoning:

1. Detects SAP data on-prem (cannot move, SOX compliance)
2. Detects Salesforce data in cloud (can move)
3. Evaluates placement options:
o On-prem infrastructure: Has capacity, near SAP data
o On-prem K8s: At capacity
o Cloud K8s: Available, but SAP data egress expensive
4. Decision: Place on on-prem infrastructure as VM (not container)
o Reason: Near SAP data (primary constraint)
o Reason: On-prem K8s at capacity
o Reason: Runtime preference (container) overridden by data gravity + capacity



Developer sees: "Workload running, metrics available" Operator sees: "Placed on
infrastructure-cluster-3, decision: data_gravity + capacity, overrode runtime preference"

This is Fourth Cloud FC-2C: Unified reasoning across workload types, substrate-agnostic
decisions, persona abstraction maintained.

Why This Is Hard (And Why Most ""Fourth Cloud" Platforms Fail Here)
FC-2C requires:

1. Global view across heterogeneous infrastructure
o Not just Kubernetes clusters
o Not just one cloud provider
o VMs, containers, bare metal, cloud, on-prem, edge
2. Rich metadata from FC-1
o Where data lives (data gravity)
o Compliance tags
o Data movement constraints
o Access patterns
3. Multi-objective optimization
o Simultaneously consider: cost, latency, compliance, data gravity, capacity
o Not just "round-robin scheduling"
o Trade-offs must be explicit and auditable
4. Policy language that works across substrates
o Same policy enforced on VMs, K8s pods, cloud instances
o Not substrate-specific policy languages
o GitOps-compatible
5. Human oversight
Kill switch for autonomous decisions
Simulation/dry-run mode
o Operator override capability
o Decision audit trails

o O

Most platforms claiming "Fourth Cloud" provide:
o Kubernetes scheduling (single cluster, single substrate)
e Cloud management dashboards (manual decisions with unified view)

e Multi-cloud deployment tools (automate deployment, not reasoning)

They're missing FC-2C: the autonomous reasoning plane that makes Fourth Cloud
possible.

Evaluating FC-2C in This RFP

This RFP tests whether vendors truly provide FC-2C:



e Section 4: Cross-layer integration (does FC-2C consume FC-1 metadata?)
e Section 5: Layer-by-layer questions (detailed FC-2C interrogation)

e Section 2.3: Strategic risks (reasoning failure patterns)

e Section 3: Can you operate this? (FC-2C requires maturity)

The FC-2C questions are the hardest in this RFP because most vendors claiming "Fourth
Cloud" haven't built true reasoning planes—they've built management tools with some

automation.

If a vendor cannot clearly explain their FC-2C layer, they're not delivering Fourth Cloud.

2. How to Use This RFP

2.1 Start with Operational Reality, Not Technical Features

Critical principle: Evaluate operational viability BEFORE diving into layer-by-layer
technical capabilities.

The pattern of private cloud failures isn't technical—it's operational. Platforms fail because:

e Team structures don't support continuous operation

e Upgrade cycles become forklift replacements

o Integration debt accumulates faster than value delivery
e Ownership boundaries are ambiguous

o Investment dries up after initial deployment

Before sending this RFP to vendors, complete the Operational Sustainability Assessment
(Section 3) to understand:

e What operational model you can actually support
e What team structures you have or can build
e What evolution cadence is realistic for your organization

e Where you're willing to own complexity vs delegate to vendors

This assessment shapes which vendors and solutions are viable for YOUR organization, not just
which are technically complete.

2.2 For Different Stakeholder Groups

For Architecture Teams

Your primary focus: Layers FC-0 through FC-4 mapping



Use the RFP to force vendors to reveal:

e What layers they cover (and what they don't)

e What assumptions they make about missing layers

e How their reasoning model behaves under constraints

o Whether their abstractions hide or expose substrate details

Start with:

1. Operational Sustainability Assessment (Section 3) - Understand what you can operate
Cross-Layer Integration Assessment (Section 4) - Especially identity, data gravity,
compliance

3. Strategic Risk Assessment (Section 2.3) - The four enterprise traps

4. Layer-by-layer questions (Section 5) - Deep technical interrogation

Watch for:
e Vendors who can't map cleanly to FC-0 through FC-4
e Ambiguous ownership of FC-2C (reasoning plane)
o Platforms that require infrastructure identity but provide no application identity
For Procurement and Legal Teams
Your primary focus: Risk, ownership, and sustainability
Start with these sections in order:
1. Operational Sustainability Assessment (Section 3) - Can we actually operate this?
2. Strategic Risk Assessment (Section 2.3) - The four enterprise traps
3. Multi-Vendor Solution Framework (Section 2.4) - If composed, who owns what?
4. Red Flags (Section 11) - Deal-breakers for procurement
Escalate to architecture only when:
e Technical capabilities conflict with vendor claims
o Integration points between vendors appear brittle
e Operational model assumptions seem unrealistic
Key contractual questions to extract:
e Who is liable when reasoning plane makes bad decisions?
e What are data rights (especially in FC-1 context fabrics)?

e What happens during vendor priority shifts or acquisitions?
e Can we replace components without starting over?

For Operations Teams



Your primary focus: Day 2 reality
You will inherit this platform. The RFP helps you evaluate:

e What will you actually operate vs what vendor operates?

e What skills must your team have or acquire?

e How do upgrades happen? (Continuous or forklift?)

e What happens when things break? (Troubleshooting, support boundaries)

Start with:

1. Operational Sustainability Assessment (Section 3) - Map to your team's actual
capabilities

2. Persona-Based Abstraction Model (Section 4.2) - What visibility do you get as
operator?

3. Evolution and Upgrade Model (Section 3.3) - Can you stay current?

Ask vendors directly:

o "Walk me through a typical troubleshooting scenario when compute placement fails"
e "Show me the operator interface—what can I see and control?"

o "What happens when your control plane is down and I need to override a decision?"
e "How do I upgrade from version X to Y without downtime?"

For Security and Compliance Teams
Your primary focus: Identity, policy, and governance propagation
Start with:
1. Cross-Layer Integration Assessment (Section 4) - Especially identity and compliance
sections
2. Strategic Risk Assessment (Section 2.3) - Reasoning failure and compliance liability
risks
3. Security & Compliance Requirements (Section 7) - Full evaluation
Critical questions:
e Does infrastructure identity connect to application identity?
e How does policy propagate from declaration to enforcement?

e Can the reasoning plane violate compliance? Who's liable?
e What audit trails exist for autonomous decisions?

2.3 Strategic Risk Assessment (The Four Enterprise Traps)



Complete this assessment for EVERY Fourth Cloud evaluation. These are the failure modes
that killed previous private cloud initiatives.

2.3.1 Operational Sustainability Risk
The Risk: Platform requires operational discipline your organization cannot sustain.
Key Questions:

1. What operational maturity does this platform assume? (DevOps? SRE culture? 24/7 on-
call?)

2. What team structure is required? (Dedicated platform team? Embedded SREs?)

How does the platform evolve? (Continuous updates? Major version upgrades?)

4. What happens when operational investment decreases? (Graceful degradation or
collapse?)

5. What's the vendor's stake in YOUR operational success? (Managed service option?
Professional services?)

(98]

Red Flags:

"This is self-managing, just install it"

No clear upgrade path without downtime
Assumes organizational maturity you don't have
Requires vendor-like engineering culture

2.3.2 Reasoning Failure Risk (FC-2)
The Risk: The control plane makes global decisions. Errors scale globally.
Key Questions:

What inputs drive the reasoning engine? (Cost, data location, SLA, identity, policy?)
How are decisions audited, verified, and overridden?

Do you offer a dry-run mode?

Is there a global kill switch?

Who owns liability for reasoning failures? (Compliance violations, cost spikes, SLA
breaches)

6. How do you prevent policy oscillation? (Hysteresis, dampening)

MRS

Red Flags:

e No simulation or dry-run capability

e No human override mechanism

e No decision audit trail

e Vendor disclaims liability for autonomous decisions



2.3.3 Data Gravity Lock-In (FC-1)

The Risk: Platforms trap data in proprietary context fabrics or make data movement impractical.

Key Questions:
1. Can vectors, lineage, and metadata be exported without reprocessing?
2. Are context representations open or proprietary?
3. What contractual rights exist around embeddings, metadata, and logs?
4. Does the platform understand "data cannot move" constraints? (Compliance, size,

5.

latency)
How does FC-2C reason about data locality vs compute placement?

Red Flags:

Proprietary vector/embedding formats

No export capability or requires reprocessing
Platform assumes data can always move

No awareness of data residency requirements

2.3.4 Organizational Mismatch Risk

The Risk: Fourth Cloud systems collapse roles across infrastructure, data, security, and ML ops.

Key Questions:

M

What new operational roles does this system require?

Where does the platform assume enterprise maturity that may not exist?

What shared-responsibility model is expected?

Can existing teams operate this, or must we hire/reorganize?

What happens when personas conflict? (Developer wants speed, security wants control)

Red Flags:

Assumes unified platform team (that doesn't exist)

Requires deep expertise across multiple domains

No clear ownership boundaries between teams

Platform decisions require cross-team coordination that's politically infeasible

2.4 Multi-Vendor Solution Framework

Most Fourth Cloud implementations will be composed solutions, not single-vendor
platforms.



Examples:
e Infrastructure platform + data fabric + reasoning layer + observability

e Virtualization + container orchestration + Al control plane + monitoring
e Cloud-native stack: Kubernetes + vendor control plane + data fabric + reasoning layer

2.4.1 Evaluating Composed Solutions
When evaluating multi-vendor Fourth Cloud proposals:
Step 1: Map Layer Ownership

Use the Solution Composition Matrix (template in Section 2.4.2):

Layer Vendor Capability Integration Point Gap Owner
FC-0 Vendor A, Cloud Compute N/A -

FC-1 Vendor B Data fabric  S3 API -

FC-2A Vendor C Control plane K8s API -

FC-2B Vendor D Runtime K8s CRDs -

FC-2C 77? Reasoning  ??? YOU MUST BUILD
FC-3 Vendor E Applications REST APIs -

Step 2: Identify Integration Points

For each integration between vendors:
e What's the API contract? (REST, gRPC, proprietary?)
e How stable is the interface? (Version guarantees?)

e Who owns the integration code? (Vendor A? Vendor B? You?)
e What happens when one side upgrades and breaks compatibility?

Step 3: Assign Failure Ownership
When something breaks:
e Who do you call first?
o Will vendors point fingers at each other?
e Do you have contractual clarity on support boundaries?
e  What's the MTTR when integration issues occur?

Step 4: Evaluate Replaceability

Can you replace Component X without rebuilding?



e Clean API boundaries = replaceable
e Deep integration = locked in

2.4.2 Solution Composition Matrix Template

Fourth Cloud Solution Composition Matrix
Project: [Name]

Date: [Date]

Evaluators: [Names]

| Layer | Vendor | Specific Product | Capability Provided | Integration
Method | Interface Stability | Replacement Risk | Gap/Limitation | Owner if
Breaks |

Integration Risk Summary:

- High-risk integrations: [List]
- Single points of failure: [List]
- Vendor lock-in concerns: [List]

- Capabilities you must build: [List]
2.4.3 Single Vendor vs Composed: Trade-offs
Single Vendor Platform:

. Unified support, single throat to choke

. Pre-integrated, tested together

. Clear ownership of failures

« X Vendor lock-in

« X May not have best-of-breed in every layer
o X Vendor priorities dictate your roadmap

Composed Multi-Vendor:

. Best-of-breed per layer

. Can replace components

. Negotiating leverage

« X Integration burden on you

.« X Finger-pointing when things break

.« X Compatibility/upgrade coordination complexity



2.5 Determining Scope: Which Layers Matter for Your
Evaluation

You don't need to evaluate every layer for every vendor.

Use this decision tree:

If Vendor Claims: "Complete Fourth Cloud Platform"
— Evaluate ALL layers (FC-0 through FC-4) — Complete full RFP
If Vendor Claims: "Fourth Cloud Control Plane"

— Focus on FC-2A, FC-2B, FC-2C — Understand what substrate they assume (FC-0, FC-1) —
Evaluate operational model and persona abstractions

If Vendor Claims: "Unified Data Fabric for Hybrid Cloud"

— Focus on FC-1 (all sublayers) — Evaluate how FC-2C can consume their metadata — Check
integration with your existing compute (FC-0)

If Vendor Claims: "Al-Native Infrastructure Platform"

— Use BOTH the 4+1 RFP and Fourth Cloud RFP — 4+1 evaluates Al layer completeness
(Layers 0-3) — Fourth Cloud evaluates operational viability and non-Al workload support

2.6 Gap Ownership and Lifecycle Management

Why Private Cloud Initiatives Fail: A Pattern Recognition

I've failed at building private cloud since 2010. Not once, not twice—multiple times across
multiple organizations. The infrastructure was always fine. The vendors delivered what they
promised. The technology worked.

The failure was always the same: the gaps between vendors accumulated tech debt until the
platform became unmaintainable.

This section exists because ['ve lived this failure pattern repeatedly and can now name the
mechanism that kills composed infrastructure platforms. It's not the technology. It's the invisible



product management burden of coordinating gap lifecycles that no one budgets for, no one staffs
for, and everyone underestimates.

If you're evaluating a multi-vendor Fourth Cloud composition, this section will determine
success or failure more than any technical capability.

2.6.1 The Gap Problem: Why Composition Fails
What Is a Gap?

A gap is any capability required for Fourth Cloud that no single vendor provides and that
requires integration work to bridge.

Examples:

o Infrastructure provides infrastructure identity, but no application identity — Identity gap

o Data fabric provides metadata, but reasoning plane doesn't consume it natively —
Integration gap

o Infrastructure provides telemetry, but observability doesn't correlate across layers —
Correlation gap

o Reasoning plane makes decisions, but no audit trail integrates with compliance tools —
Audit gap

Gaps require three things:
1. Initial build - Someone writes the integration code
Ongoing maintenance - Someone keeps it working when vendors upgrade
3. Lifecycle coordination - Someone manages deprecation when vendor closes gap with

native solution

Private cloud fails because enterprises budget for #1, underestimate #2, and completely
forget #3.

The Pattern I've Lived Repeatedly

Private Cloud Attempt #1 (2010-2013): Open Source Infrastructure

Year 1:
e Built open source private cloud
e Gaps: Identity bridge (enterprise directory — cloud identity), monitoring, cost attribution
e Custom integration code: ~15K lines

e Declared success at launch

Year 2:



o Infrastructure upgrades broke identity integration (twice)

e Monitoring integration drifted as new services added

o Cost attribution never worked properly (manual spreadsheets)

e Team spent 60% time on integration maintenance vs. platform improvement

Year 3:

o Key engineer left, tribal knowledge lost

e Infrastructure 3 versions behind (couldn't upgrade, integrations would break)
o Public cloud adding features monthly, our platform frozen

o Project quietly abandoned, workloads migrated to public cloud

The failure: Not the infrastructure. The failure was 15K lines of integration code no one
maintained with product discipline.

Private Cloud Attempt #2 (2014-2016): Infrastructure + PaaS Composition
Year 1:

o Enterprise infrastructure platform + PaaS layer

o Gaps: Identity integration, networking bridge, logging aggregation
o Sl partner built integrations

e Successful pilot

Year 2:

o Sl partner engagement ended

e Infrastructure upgraded, broke networking integration

o PaaS upgraded, broke identity integration

e No one on team understood integration code (SI built it)
e Spent 4 months reverse-engineering to fix

e New features stopped, only break/fix mode

Year 3:

o Both vendors released native integrations

e But didn't match our custom work (feature gaps)

e Couldn't migrate cleanly (would lose capabilities)

e Couldn't maintain custom (SI code was unmaintainable)
o Platform sunset announced

The failure: SI built integrations we couldn't maintain. When vendors closed gaps, we were
stranded.

Private Cloud Attempt #3 (2017-2019): Cloud-Native Stack



Year 1:

o Container orchestration platform, multi-cloud deployment

e Gaps: Multi-cluster scheduling, cost allocation, policy enforcement, secrets management
e Built custom control plane

e Got it working

Year 2:

o Platform release cadence (quarterly releases) broke custom controllers regularly
e Team spent 40% time on "keep controllers working" vs. building features
e Realized we'd rebuilt subsets of managed platform capabilities

Year 3:

o Evaluated managed alternatives

e Realized migration would lose our custom capabilities

o But maintaining custom was unsustainable

o Migrated to managed service, accepted feature loss, moved on

The failure: We built custom gaps that required continuous maintenance we couldn't sustain.
What I've Learned From Repeated Failures
The pattern is always:

1. Identify gaps in vendor composition

2. "We'll build temporary bridges until vendors provide native"
3. Bridges become production-critical

4. Vendors upgrade, bridges break

5. Team maintains bridges instead of building features

6. Vendors announce native solutions (2-3 years later)

7. Native solutions don't match custom capabilities

8. Coordination overhead of migration exceeds value

9. Platform becomes technical debt liability

10. Abandoned

The lesson: Gaps don't maintain themselves, vendors don't coordinate their lifecycles, and
enterprises don't staff for gap product management.

2.6.2 The Three Costs of Gaps
Cost 1: Initial Build (Everyone Budgets This)

Typical costs:



o Custom integration: 2-6 person-months per gap

o Sl engagement: $50K-$300K per gap

o Testing/validation: 1-2 person-months per gap
For 5-gap composition: $500K-$2M initial build
Everyone budgets this. It's visible. It's project cost.
Cost 2: Ongoing Maintenance (Everyone Underestimates This)
Annual maintenance per gap:

e Vendor A upgrades: 0.5-2 person-months fixing integration

e Vendor B upgrades: 0.5-2 person-months fixing integration

o Bug fixes: 0.5-1 person-months

e Feature additions: 1-2 person-months

e Monitoring/operations: 0.5 FTE allocated

o Total per gap: 3-7 person-months annually
For 5-gap composition: 15-35 person-months/year = 1.25-3 FTE continuously
Few organizations budget this properly. It's invisible until it's overwhelming.
Cost 3: Lifecycle Coordination (No One Budgets This)
When vendor announces native solution closing a gap:
Overlap period costs (per gap):

e Maintain custom solution (production dependency): 2-4 person-months

o Evaluate vendor native solution: 2-3 person-months

e Gap analysis (custom vs. native features): 1-2 person-months

e Migration planning: 2-4 person-months

e Migration execution: 4-8 person-months

o Post-migration cleanup: 1-2 person-months

o Total per gap lifecycle: 12-23 person-months
If 5 gaps cycle over 5 years: 60-115 person-months = 1-2 FTE just for lifecycle coordination
Almost no one budgets this. It's completely invisible until you're drowning in it.
The Real Math

5-vendor Fourth Cloud composition with 6 gaps:

Year O:



o Initial build: $1.5M (budgeted £4)
Year 1-5 (Annual):
e Maintenance: 2 FTE x $400K = $800K/year
o Lifecycle coordination: 1 FTE x $400K = $400K/year
e Total annual: $1.2M
5-Year Total: $1.5M + ($1.2M x 5) = §7.5M
Compare to:
e Managed Fourth Cloud (if it existed): ~$1M/year = $5M (saves $2.5M)
e Public cloud equivalents: ~$1.5M/year = $7.5M (roughly equivalent)

e But public cloud evolves continuously, yours doesn't

The brutal question: Are you spending $7.5M over 5 years to operate frozen infrastructure
while public clouds advance?

2.6.3 Gap Ownership Assessment Framework

For every gap in your composition, complete this assessment:
Gap Identification Template

Gap#___ :[Description]

Between: [Vendor A] and [Vendor B]

Capability Required: [What needs to bridge between vendors]

Example:

Gap #1: Identity Bridge

Between: Infrastructure Platform (infrastructure identity) and Application
Layer (app identity)

Capability Required: Users authenticated by infrastructure must get identity
tokens for application access

Question Set 1: Initial Build

1. Who will build this gap initially?
[ ] Vendor A provides out-of-box

@)

o [ ] Vendor B provides out-of-box

o [ ] Third-party integration platform (specify: )
o [ ] Systems integrator (specify: )

O

[ ] Internal team (specify team: )



2. What's the initial build cost?
o Person-months estimate:
o Dollar cost: $
o Timeline: months
3. What's the risk if build fails/delays?
o [ ] Blocks platform launch
o [ ] Limits initial capabilities
o [ ] Workaround exists (specify: )
4. Have others built this gap successfully?
[ ] Yes, vendor provides references
[ ] Yes, but custom to each customer
[ ] No, we'd be first
References:

O O O O

Question Set 2: Ongoing Maintenance

5. Who will maintain this gap over time?
[ ] Vendor A (as part of product)
[ ] Vendor B (as part of product)
[ ] Third-party platform vendor
[ ] Systems integrator (ongoing engagement)
[ ] Internal team (specify: )
6. Ifinternal team, do we have:
[ ] Dedicated platform team? (Section 3.2)
[ ] Integration maintenance in team charter?
[ ] Budget allocated for continuous maintenance?
[ ] Monitoring for integration health?
[ ] Runbooks for integration failures?
o [ ] Automated tests for integration compatibility?
7. What triggers maintenance work?
[ ] Vendor A upgrades
[ ] Vendor B upgrades
[ ] Security patches
[ ] Feature requests
[ ] Bug reports
[ ] Performance issues
8. Annual maintenance estimate:

@)

@) O O O O O o O O O

O O O O

@)

o Vendor A upgrades: person-months

o Vendor B upgrades: person-months

o Bug fixes: person-months

o Features/improvements: person-months

o Operations/monitoring: FTE allocation

o Total annual cost: $ or person-months

9. What happens when key person leaves?
o [ ] Knowledge documented (runbooks, architecture docs)
o [ ] Code is maintainable by others



o [ ] Vendor/SI support available
[ ] We're in trouble (tribal knowledge)

Question Set 3: Lifecycle Coordination

10. Will vendor eventually provide native solution for this gap?

o [] Yes, on roadmap (date: )

o [ ] Maybe, discussed but not committed

o [ ] No, gap is intentional (explain: )
o [ ] Unknown

11. If vendor provides native solution, when would we migrate?
o [ ] Immediately (accept any limitations)
o [ ] When feature-complete vs. custom
o [ ] When forced (vendor drops API support)
o [ ] Never (too risky/costly)
12. What's the migration complexity?
o [ ] Simple (API swap, no data migration)
o [ ] Medium (some reconfiguration required)
o [ ] High (significant rework of integrations)
o [ ] Extremely high (would require platform redesign)
13. Migration cost estimate:

o Evaluate vendor solution: person-months

o Feature gap analysis: person-months

o Migration planning: person-months

o Migration execution: person-months

o Testing/validation: person-months

o Total migration cost: $ or person-months

14. During overlap period (maintain custom + evaluate native):
o Can we run both in parallel? [ ] Yes [ ] No
o How long will overlap last? months
o Who coordinates?
o What's the overlap period cost? $
15. What if vendor native doesn't match custom capabilities?
[ ] Accept feature loss
[ ] Extend vendor solution (new gap!)
[ ] Maintain hybrid (partial custom, partial native)
[ ] Stay on custom forever
[ ] Rearchitect to fit vendor's model

@)

O O O O

Question Set 4: Total Cost of Ownership

16. 3-Year TCO for this gap:
Initial build: $

Year 1 maintenance: $
Year 2 maintenance: $
Year 3 maintenance: $

O O O O



o Lifecycle coordination (if triggered): $
o 3-Year Total: $
17. 5-Year TCO for this gap:
o Initial build: $
o Maintenance (5 years): $
o Lifecycle coordination (assume 1 cycle): $
o 5-Year Total: $
18. Compare to alternatives:
o Managed service equivalent: $
o Public cloud equivalent: $
o Single-vendor solution (if existed): $

Question Set 5: Risk Assessment

19. Gap ownership risk level:
o []LOW - Vendor maintains, well-supported, multiple customers
o [ ] MEDIUM - Internal team maintains, clear ownership, documented
o [ ] HIGH - SI built, unclear maintenance, limited documentation
o []CRITICAL - Tribal knowledge, key person dependency, no budget
20. Sustainability risk level:
o []LOW - Simple integration, rarely breaks, minimal evolution needed
o [ ] MEDIUM - Moderate complexity, breaks occasionally, some evolution
o [ ]HIGH - Complex integration, breaks frequently, continuous evolution needed
o []CRITICAL - Extremely complex, brittle, requires constant attention
21. Lifecycle coordination risk level:
[ ] LOW - Vendor provides migration path, customer references exist
[ ] MEDIUM - Migration feasible but manual, some examples exist
[ ] HIGH - Migration complex, no examples, unclear vendor support
[ ] CRITICAL - Migration would require platform redesign

@)

o O O

Overall Gap Assessment
Based on risk levels, categorize this gap:
GREEN (Sustainable):

e Low ownership risk + Low sustainability risk + Low lifecycle risk
e Action: Proceed with confidence

YELLOW (Manageable with discipline):

e Medium risk in one or more categories
e Action: Requires dedicated ownership and product discipline

RED (High risk of failure):



e High risk in any category OR medium risk in multiple categories
e Action: Reconsider approach, seek alternatives

BLACK (Will fail):

e Critical risk in any category
e Action: Do not proceed with this gap strategy

2.6.4 Complete Gap Portfolio Assessment

Summary table for ALL gaps in your Fourth Cloud composition:

Gap# Descrintion Xeilf(:ﬁl(.if; Initial Annual Lifecycle 5-Yr Risk Decision
P P B Cost Maintenance Cost TCO Level
1
2
3
4
5
6
TOTALS
Portfolio Risk Analysis
Count gaps by risk level:

e Green (sustainable):

e Yellow (requires discipline):
e Red (high risk):

e Black (will fail):

Aggregate costs:

o Total initial build: $

e Total annual maintenance: $ ( FTE)

o Total lifecycle coordination: $ ( FTE over 5 years)
e 5-Year Portfolio TCO: $

The Brutal Questions
1. Can you afford this?

e Does$ over 5 years fit budget?



o Is this competitive with alternatives?
2. Can you staff this?
e Do you have FTE for maintenance?
e Do you have FTE for lifecycle coordination?
e Can you retain this team for 5 years?
3. Can you coordinate this?
e Who owns gap portfolio as product?
e Who coordinates vendor upgrade cycles?
e Who manages gap lifecycle transitions?
e Who makes "migrate now vs. wait" decisions?
4. Is this better than alternatives?
e Vs. managed services: $
e Vs. public cloud: $

e Vs. waiting for single-vendor solution: $

If you answered '""no" or "unclear" to any of these: Your Fourth Cloud composition will
likely fail.

2.6.5 Vendor Accountability Framework
For EVERY vendor in your composition, ask these questions:
For Infrastructure Platform Vendors
""What gaps do your customers typically fill?"

e What integration points do customers build on?

e Which gaps are most common?

e How many customers have built [specific gap we need]?
"What's your roadmap for closing common gaps?"

e Which gaps will you close with native solutions?

e Timeline? (Firm dates or aspirational?)

e Which gaps are intentionally left to partners/customers?

""When you upgrade, what breaks for customer-built integrations?"

e API stability commitments?
e Deprecation timelines and warnings?



e How much notice before breaking changes?
e Migration tools for common patterns?

""Show us customers who've operated integrations on your platform for 3+ years"
o How many upgrades have they handled?
e What broke? How long to fix?
e What's their upgrade cadence vs. yours?
""What support do you provide when customer-built integrations break?"
o Will you troubleshoot integration issues?
e Oris it "not our problem"?
e What's the support boundary?
For Data/Application Platform Vendors (Added to Infrastructure)
"How do you integrate with infrastructure platforms?"
e Pre-built integrations? Customers build? Partners?
e Who maintains integrations over time?
e What happens when infrastructure vendor upgrades?
""Show us your integration stability track record"
o How many customers run your solution on [specific infrastructure platform]?
e What breaks when infrastructure upgrades?
e What's your MTTR for integration fixes?
""What's your compatibility matrix?"
e Which versions of [infrastructure platform] do you support?
e How long do you maintain compatibility with old versions?
e What happens if customer can't upgrade infrastructure?
For Reasoning/Control Plane Vendors (FC-2C Layer)
"What infrastructure substrates do you support?"
o List specific platforms/technologies
e Who built those integrations?
e Who maintains them?

"How do you consume metadata from data fabric vendors?"

e Which data fabric vendors integrate natively?



e What's required for custom data catalogs?
e Who owns that integration?

"When infrastructure or data platforms upgrade, what breaks?"

e Show compatibility matrix

e How quickly do you support new versions?

e What if we're stuck on old version of substrate?
The Integration Ownership Question (Critical)
""When integration breaks between your product and [other vendor|, who's responsible?"
Good answers:

o "We own the integration, we fix it when either side upgrades"

e "We have partnership with [other vendor], coordinated testing and releases"

o "We maintain adapters for common platforms, customers don't touch integration code"
Yellow flag answers:

e "We provide integration patterns and examples, customers implement"

o '"Integration is usually stable, breaks are rare" (but who fixes when they happen?)

e "We'll support troubleshooting but customer owns custom integrations"
Red flag answers:

e "Our APIs are documented, integration is straightforward" (punting to customer)

e "We can't support custom integrations customers build"

o "Integration issues are between you and [other vendor]" (finger-pointing)

The Lifecycle Question (Critical)

"Scenario: Customer builds custom integration because you don't provide native. Two
years later, you release native solution. What happens?"

Good answers:
e "We provide migration tools from common custom patterns to native"
e "We support hybrid operation during transition (custom + native)"
o "Here are 5 customers who've done this migration, here's their timeline"
o "We give 18-month notice before deprecating APIs, plus migration support"

Yellow flag answers:

o "Customers can migrate at their own pace, we'll support both approaches"



o "We'll work with customers on case-by-case basis" (no plan)
e '"Native solution will be feature-superior, migration will be obvious" (ignores custom
features)

Red flag answers:

e "Custom integrations become unsupported when we GA native solution"

e "Customers shouldn't build custom, they should wait for our native solution" (but no
date)

e "We can't comment on future roadmap" (you're on your own)

o "Migration is customer responsibility"

The Hard Question for All Vendors

"We're going to spend $500K-$2M building integrations to make your products work
together. If those integrations become unmaintainable, what's YOUR responsibility?"

This question makes vendors uncomfortable. Good.
Honest vendors will:

e Acknowledge the integration burden

o Show customer references who've succeeded long-term

o Commit to API stability and migration support

e Partner with you on integration sustainability
Dishonest vendors will:

e Minimize the integration burden ("it's easy!")

e Claim their solution is "complete" (it's not)

e Deflect responsibility to customer or other vendors
o Disappear when integrations become problematic

2.6.6 The Gap Lifecycle Scenario: Worked Example
Let's walk through a real gap lifecycle to show the coordination burden:
Scenario: Custom FC-2C Reasoning on Infrastructure Platform
Context:
e Enterprise has infrastructure platform for substrate (FC-0, FC-2A, FC-2B)
e Needs FC-2C reasoning for workload placement

o Platform vendor's management tools provide some capabilities but not complete
e Decision: Build custom reasoning layer (Python + OPA)



Year 0: Initial Build
Q1-Q2: Requirements and Design
e Document reasoning requirements
o Evaluate vendor tools vs. custom
e Decision: Custom (vendor tools insufficient)
e Design architecture (Python service + OPA engine)
e Cost: 2 person-months

Q3-Q4: Implementation

e Build reasoning engine

o Integrate with infrastructure APIs

o Connect to data catalog for metadata
o Testing and validation

e Cost: 6 person-months

Total Year 0: 8 person-months, $320K
Year 1: Initial Operation
Q1: Production deployment
o Deploy reasoning engine
e Migrate first workloads
e Cost: 2 person-months
Q2-Q4: Operations and maintenance
e Bug fixes as usage grows
o Feature additions based on feedback
e Infrastructure minor update (broke one API, fixed in 2 weeks)
e Cost: 4 person-months
Total Year 1: 6 person-months, $240K
Year 2: Steady State Operation
Q1-Q2: Feature additions
e Add compliance-aware placement
o Improve cost optimization logic

e Cost: 3 person-months

Q3: Infrastructure major upgrade



e Major version upgrade changes APIs

e Reasoning engine breaks

o Fix takes 6 weeks (APIs changed more than expected)
e Cost: 1.5 person-months

Q4: Vendor announces plans

e Vendor announces: Management platform will add autonomous reasoning
capabilities

e Timeline: "GA in 18-24 months"

e Team morale hit: "Are we building throwaway system?"

o Cost: 0.5 person-months (meetings, planning)

Total Year 2: 5 person-months, $200K
Year 3: The Overlap Period Begins
Q1: Maintain custom while tracking vendor

o Continue bug fixes on custom system

e Monitor vendor's preview releases

o Evaluate feature overlap

o Team question: "Do we add features to custom or wait for vendor?"
e Cost: 2 person-months (maintenance + tracking)

Q2: Vendor preview available

e Hands-on evaluation of vendor reasoning

e Gap analysis: Vendor vs. custom capabilities

o Finding: Vendor covers 70% of custom features, missing 30%

e Decision paralysis: "Do we migrate and lose features, or stay custom?"
e Cost: 3 person-months (evaluation)

Q3: Migration planning

o Evaluate migration approaches:
o Option A: Full migration, accept feature loss
o Option B: Hybrid (vendor + custom extensions)
o Option C: Stay on custom, don't migrate
o Business teams react: "We need those 30% features"
e Security team: "Vendor has better audit trails"
o No consensus on path forward
o Cost: 3 person-months (planning, stakeholder management)

Q4: Coordinate while maintaining



o Continue maintaining custom (production dependency)
e Infrastructure minor update breaks custom (again)

e Team frustrated: "We're maintaining deprecated system"
o Still no migration decision

e Cost: 2 person-months

Total Year 3: 10 person-months, $400K
Year 4: Forced Migration Decision
Q1: Vendor solution goes GA

e Vendor announces: Native reasoning GA

e Sales pressure: "You should be on native solution"

e Support hints: "Custom integrations may not be supported long-term"
o Decision forced: Must migrate

Q2-Q3: Migration execution
e Migrate workloads to vendor solution
e Build "extensions" for missing 30% features
e More complex than expected (different abstractions)

e Some features impossible to replicate
e Cost: 6 person-months

Q4: Post-migration stabilization
e Bug fixes on extensions
e User training (different UX)
o Business teams adapt to lost features
o Cost: 2 person-months
Total Year 4: 8 person-months, $320K
Year 5: New Equilibrium
Q1-Q4: Maintain extensions
o Extensions still require maintenance
e Vendor upgrades occasionally break extensions
e "We replaced custom solution with different custom solution"
o Cost: 4 person-months annually

Total Year 5: 4 person-months, $160K

5-Year Total Cost of This One Gap



Costs:

Year 0: $320K (initial build)

Year 1: $240K (operation)

Year 2: $200K (operation + announcement impact)
Year 3: $400K (overlap period - maintain + evaluate)
Year 4: $320K (migration)

Year 5: $160K (maintain extensions)

Total: $1.64M for ONE gap over 5 years

Hidden costs not captured:

Team morale impact (building deprecated system)
Opportunity cost (features not built)

Business disruption (lost capabilities)

Political capital spent on migration decisions

What Went Wrong (And This Is The Good Outcome)

This scenario assumes:

Team had expertise to build and maintain
Vendor eventually provided native solution
Migration was possible (70% feature match)
Business accepted some feature loss

Team stayed intact for 5 years

More common outcomes I've lived:

X Key engineer leaves Year 2, tribal knowledge lost

Vendor never ships promised native solution
X Vendor solution covers 40% of features, migration impossible
X Business can't accept feature loss, forced to maintain custom forever
X Infrastructure API changes break custom repeatedly, team burns out
X Platform abandoned, migrate to public cloud

The Lesson

This gap cost $1.64M over 5 years.

Your Fourth Cloud composition will have 5-10 gaps like this.

5 gaps % $1.64M = $8.2M over 5 years

Can you:



o Budget this?

o Staff this?

e Coordinate this?
o Sustain this?

If not, your Fourth Cloud initiative will fail exactly like my previous attempts.
2.6.7 Gap Lifecycle Coordination: The Forgotten Role
Who Coordinates Gap Lifecycles?
The role that doesn't exist in most organizations:
Gap Lifecycle Coordinator (or Platform Product Manager with this responsibility)
Responsibilities:

e Track vendor roadmaps for gap closure

o Evaluate vendor native solutions vs. custom capabilities

e Coordinate migration timing across business stakeholders

e Manage trade-offs (features vs. supportability)

e Coordinate with vendors for migration support

o Budget for overlap periods and migrations

o Communicate with business about feature impacts

e Make "migrate vs. maintain" decisions with authority
Skills required:

e Technical enough to evaluate solutions

e Product management discipline

e Vendor relationship management

o Stakeholder coordination

o Budget authority

o Executive communication

Typical time allocation:

e 20-40% time per active gap lifecycle
e With 5-10 gaps cycling over 5 years: ~0.5-1.5 FTE continuously

The Question: Do You Have This Role?
Assess:

e [ ] Do we have a platform product manager?
e [ ]Is gap lifecycle coordination in their charter?



[ ] Do they have authority to make "migrate vs. maintain" decisions?
[ ] Do they have budget for overlap periods?
[
[

] Do they have exec support for unpopular decisions?
] Can they coordinate across platform, apps, business teams?

If you checked <4 boxes: Gap lifecycles will thrash with no coordination, leading to:
e Custom solutions running too long (unsupported drift)
e Migrations happening in crisis mode

o Feature loss without business buy-in
e Team burnout from constant fire drills

2.6.8 Decision Framework: When Gaps Are Sustainable
Use this decision tree for each gap:

GREEN: Proceed with Confidence

All of these are true:

. Vendor provides and maintains integration OR

. Well-established third-party platform maintains integration OR
. Simple, stable integration with minimal evolution needs

. Multiple customer references operating 3+ years

. Clear vendor commitment to API stability

. Migration path exists (if gap ever closes)

Action: Include gap in composition, budget for minimal maintenance
YELLOW: Requires Product Discipline

One or more of these:

e /! Internal team must build and maintain

e /L Moderate complexity, some evolution expected

e Y Vendor may provide native solution (uncertain timeline)
e L Migration would require coordination

Requirements to proceed:

e Must have: Dedicated platform team (Section 3.2)
e Must have: Gap lifecycle coordinator

e Must have: 3-5 year budget commitment

e Must have: Executive sponsorship



Action: Proceed only if you have product discipline capability
RED: High Risk of Failure
One or more of these:

. @ Complex integration, continuous evolution needed

« @ No customer references for this gap

« @ Vendor provides weak API stability commitments

« @ Vendor likely to provide native solution (your work will be throwaway)
. @ Migration would be extremely complex

Action: Reconsider approach
Alternatives:
e Wait for vendor native solution (if timeline reasonable)
e Choose different vendor composition (fewer/simpler gaps)
o Use managed service (if available)
e Accept public cloud (avoid gap entirely)
BLACK: Will Fail

One or more of these:

e © Tribal knowledge dependency (no documentation)
« © SI-built with no ongoing support

« © No team capability to maintain

« © No budget for ongoing maintenance

« © Vendors provide no API stability commitments

. © Migration would require platform redesign

Action: DO NOT PROCEED
This gap will kill your Fourth Cloud initiative.
2.6.9 Summary: Why I'm Writing This

I've failed at private cloud repeatedly because I didn't understand gap lifecycle
coordination.

Every failure followed the same pattern:

1. Build integration gaps
2. Underestimate maintenance burden



Get surprised by vendor native solutions
Thrash on migration decisions

Watch platform accumulate tech debt
Abandon platform

SN bhw

I'm writing this section so you don't repeat my mistakes.
The technology was never the problem. Infrastructure platforms work. Vendors deliver.

The problem is: composed solutions require gap lifecycle product management, and
enterprises don't budget for it, don't staff for it, and don't coordinate it.

If you take nothing else from this RFP, take this:
Before you commit to multi-vendor Fourth Cloud composition, answer honestly:

Can we budget $1-2M per gap over 5 years?

Can we staff 1-3 FTE continuously for gap maintenance and lifecycle coordination?
Do we have platform product manager who can coordinate gap lifecycles?

Can we retain this team for 5+ years?

Is this competitive with managed alternatives?

MRS

If you answered '"'no" to any of these, do not proceed with gap-heavy composition.
Wait for:

e Single-vendor solutions (when they exist)

e Managed Fourth Cloud services (when they mature)

e Or accept that public cloud is the pragmatic path for your organization

There is no shame in choosing managed services over self-operated platforms.

The shame is in repeating the private cloud failure pattern because you didn't honestly
assess gap ownership burden.

2.X Maturity-Based Vendor Filtering

Your readiness score determines which vendors to evaluate and what questions to ask.
Don't waste time evaluating vendors whose solutions don't match your organizational capability.
Path 1 Organizations: Don't Evaluate Fourth Cloud Vendors Yet

If you scored 0-10 boxes, don't proceed to Fourth Cloud vendor evaluation.



Instead, evaluate vendors who help you build capability:
Infrastructure as Code Platforms:

e Terraform Cloud, Pulumi Cloud, env0, Spacelift
e Goal: Codify existing infrastructure

Observability Platforms:

o Datadog, New Relic, Dynatrace, Grafana Cloud
e Goal: Visibility into current operations

Training and Consulting:
o Platform Engineering Bootcamps
e Cloud certification programs (AWS, Azure, GCP)
o Systems integrators for capability transfer
e Goal: Build team expertise
Managed Services for Current Pain Points:
e Managed databases (AWS RDS, Azure Database, etc.)
e Managed message queues
e Managed object storage

e Goal: Reduce operational burden while building capability

Come back to Fourth Cloud vendor evaluation in 18-24 months after readiness improves.
Path 2 Organizations: Integrated Solutions with Strong Support
If you scored 11-20 boxes, filter vendors strictly:
Vendor Requirements (All Must Be True)
Requirement 1: Integrated Solution
e Vendor provides 3+ FC layers natively
e Minimal gaps to fill
e Pre-integrated components

Requirement 2: Managed Service Option OR Strong Professional Services

e Vendor can operate platform for you (managed) OR
e Vendor provides implementation + capability transfer (professional services)

Requirement 3: Clear Evolution Model



e Continuous updates OR well-defined upgrade paths
o Customer references show they can stay current
e No "stuck on old version" pattern

Requirement 4: Customer References at Your Maturity
e 3+ customers with similar team size
e 3+ customers with similar scope

e References confirm vendor claims about operational burden

Questions to Ask Vendors

Operational Model:
1. "What percentage of operations does OUR team handle vs. your managed service?"
2. "Walk us through a typical day for our platform team using your solution"
3. "What happens when your platform needs urgent patching at 2am?"
4. "Show us the actual operational runbooks your customers use"

Capability Transfer: 5. "What's your professional services model for implementation?" 6.
"How do you transfer capability to our team over time?" 7. "When does your PS engagement
end? What must we own then?" 8. "Do you have training programs for our team?"

Customer References: 9. "Show us 3 customers with teams smaller than 10 people" 10. "Can
we talk to customers about their operational reality?" 11. "Show us a customer who's been live
for 2+ years—what's their experience?"

Evolution and Support: 12. "How often do you release updates? Are they automatic or
manual?" 13. "What's required from our team when you release updates?" 14. "What happens if
we fall behind on updates?"

Vendors to Skip
Skip vendors who:

« X Require >3 gaps to be filled by customer

« X Can't show customers at your maturity level

« X Provide "platform" not "solution" (requires assembly)
« XNo managed service and weak professional services

o X Customer references show high operational burden

o X "DIY" culture (assumes high expertise)

Path 3 Organizations: Single Vendor or Lightly Composed

If you scored 21-25 boxes, you can handle more complexity:



Vendor Requirements
Requirement 1: Comprehensive Coverage

o Single vendor provides 4+ layers OR
e Multi-vendor where integrations are vendor-maintained

Requirement 2: Proven at Scale
o Customer references at your scale (workloads, users, regions)
e Multi-year operational track record
o References show sustainable operations
Requirement 3: Clear Gap Ownership
o If gaps exist, vendor provides integration patterns
e Support boundaries clearly documented
o Customer references validate gap management burden
Requirement 4: Strong Vendor Partnership Model
e Regular roadmap reviews
o Professional services available
e Customer advisory board or similar input mechanism
Questions to Ask Vendors
Use Sections 4-5 of this RFP, but focus on:
Integration Quality (Section 4):
o How do layers actually integrate?
e What gaps exist? Who maintains bridges?
e Show us customers managing similar composition
Gap Ownership (Section 2.6):
e For each gap, who builds? Who maintains? What's lifecycle?
e Show us gap TCO calculations from current customers
e How do you support customers when integrations break?
Operational Sustainability (Section 3):
e What's the realistic operational burden?

e Can we handle this with 5-8 person platform team?
e What happens when key team members leave?



Vendor Relationship:
e How do customers influence your roadmap?
e What's the escalation path for critical issues?
e Show us long-term customer relationships (3+ years)
Vendors to Evaluate
Single-Vendor Solutions:
e Infrastructure platforms with integrated management
o Data platforms with compute/orchestration layers
e Al platforms with infrastructure layers
Light Composition (2-3 Vendors):
o Infrastructure + Data fabric (vendor-maintained integration)

e Infrastructure + Control plane (vendor partnership)
e Accepted only if: Integration maintained by vendors, not customer

Path 4 Organizations: Best-of-Breed Evaluation
If you scored 26-30 boxes, use the complete RFP:
Evaluation Approach
Evaluate vendors independently per layer:

e Best infrastructure substrate (FC-0, FC-2A)

e Best data fabric (FC-1)

e Best reasoning/control plane (FC-2C)

e Best runtime platform (FC-2B, FC-3)
Use full RFP Sections 4-5:

o Complete cross-layer integration assessment

e Detailed layer-by-layer questions

o Comprehensive gap ownership evaluation
Prioritize:

e API stability and contract commitments

e Customer references for complex compositions

e Vendor accountability for integration support
e Clear lifecycle support for gaps



Questions to Ask All Vendors
Integration Ownership:
o "What platforms do you integrate with? Who maintains integrations?"
e "Show us compatibility matrices and support commitments"
o "What happens when Partner X changes their API?"
Lifecycle Support:
e "If customers build on your APIs, how do you handle deprecations?"

e "Show us customers who've migrated from custom to native solutions'
e "What's your commitment to API stability?"

1

Gap Coordination:
e "Do you coordinate testing with ecosystem partners?"
"What integration support do you provide?"
e "Show us customers managing similar multi-vendor compositions"
Use Section 2.6 heavily:
o Complete gap ownership assessment for every integration point

e Calculate 5-year TCO for entire composition
e Validate with customer references

3. Organizational Readiness Assessment

Complete this assessment BEFORE vendor evaluation.

This section determines which Fourth Cloud path matches your organizational maturity. Most
enterprises discover they should focus on operational capability building before attempting
Fourth Cloud.

There is no shame in discovering you're not ready. That's success—you've avoided a $5-10M
failed initiative.

3.1 Product Management Requirements

Fourth Cloud must be operated as a product, not a project.



Public cloud succeeds because vendors operate it continuously—investing in evolution, feature
development, and operational excellence. Private cloud fails because enterprises treat it as
"installed software"—deployed once, then starved of ongoing investment.

Fourth Cloud cannot be installed and forgotten. It requires continuous product management.
Self-Assessment: Can You Operate Infrastructure as a Product?
Check all that apply:
Product Ownership

e [ ] We have (or can hire) a dedicated product owner for infrastructure platform

e [ ] Product owner has authority to prioritize features and make trade-offs

e [ ] Product owner reports to executive leadership with budget authority
Continuous Funding

e [ ] We can commit multi-year budget (3-5 years minimum)

e [ ] Budget includes operations AND evolution (not just initial deployment)

o [ ] Budget survives leadership changes and priority shifts
Roadmap and Evolution

e [ ] We can maintain platform roadmap aligned with business needs

e [ ] We can invest in continuous improvement, not just break/fix

e [ ] We can deprecate features and migrate users (organizational discipline exists)
Success Measurement

e [ ] We can define and measure platform success metrics

e [ ] Metrics drive decisions (not just politics or vendor influence)

e [ ] We have mechanisms to gather user feedback and act on it
Scoring:

e 10-12 boxes checked: Strong product management capability

e 7-9 boxes: Moderate capability, requires discipline

e 4-6 boxes: Weak capability, high risk

e 0-3 boxes: Cannot operate as product, will fail

If you scored <8 boxes, Fourth Cloud is extremely high risk regardless of vendor.

3.2 Team Structure & SKkills Assessment

What team structure can you build and sustain?



Required Capabilities
Fourth Cloud requires capabilities across multiple domains:
Infrastructure/Platform Engineering:

e Infrastructure as code (Terraform, Pulumi, etc.)

e Container orchestration (Kubernetes or equivalents)
e Networking (SDN, load balancing, service mesh)

e Virtualization (if hybrid VM/container environment)

Data Platform:

e Metadata management and data catalogs
o Data pipeline orchestration
o Storage systems (object, block, file)

SRE/Operations:

e Monitoring and observability

o Incident response and troubleshooting

e Performance tuning and optimization

e Capacity planning
Security/Compliance:

o Identity and access management

e Policy as code

e Compliance frameworks (GDPR, HIPAA, SOC2, etc.)

e Security scanning and remediation
Developer Experience:

e API design and documentation

e Self-service tooling
o Internal platform evangelism

Team Structure Options
Option 1: Dedicated Platform Team (Recommended for >500 developers)
Structure:

e 6-12 FTE dedicated platform engineers

e Split across capabilities above
o Platform product manager



e On-call rotation for 24/7 support
Cost: $1.5M-$3M annually (fully loaded)
Pros:

e Clear ownership and accountability
e Can build institutional knowledge
e Can sustain operations long-term

o Significant ongoing cost
o Hiring/retention challenge
e Must compete with public cloud for talent

Option 2: Virtual/Federated Team
Structure:
e Engineers from infrastructure, SRE, security, data teams
o Part-time allocation to platform (20-40%)
e Matrixed reporting to platform product manager
Cost: $800K-$1.5M annually (allocated cost)
Pros:
e Lower direct cost

o Leverages existing expertise
o Easier to justify initially

o High risk of becoming the failed private cloud pattern
o Competing priorities dilute focus

e No dedicated ownership

e Tribal knowledge fragmented

Option 3: Managed Service (Vendor Operates)
Structure:
e 2-4 internal engineers for coordination

e Vendor operates platform day-to-day
o Internal team handles vendor relationship, user support, policy



Cost: Vendor fees + $500K-$1M internal team
Pros:

e Minimal internal operational burden
e Vendor expertise and 24/7 support
e Can scale up/down more easily

e Vendor lock-in

e Less control over roadmap

e May not match internal requirements
e Vendor pricing risk over time

Skills Gap Assessment
For each required capability, assess your current state:

Capability Have Expertise Can Hire/Train Missing/Unavailable
Infrastructure as Code
Container Orchestration
Network Engineering
Storage Systems
Data Pipelines
Metadata/Catalog Mgmt
SRE Practices
Observability
Identity/Access Mgmt
Policy as Code
Security/Compliance
API Design

Scoring:
e 10-12 "Have Expertise': Strong technical capability
e 7-9 "Have Expertise': Moderate capability, some gaps
e 4-6 "Have Expertise': Significant gaps, high training/hiring need
e (-3 "Have Expertise': Cannot operate Fourth Cloud without massive team build

If you have <6 capabilities covered, attempting Fourth Cloud is extremely high risk.

Self-Assessment Questions



Team Sustainability:

[ ] Can we hire platform engineers in our market/location?

[ ] Can we retain engineers (competitive comp, interesting work)?
[ ] Can we build on-call rotation without burning out team?

[ ] Do we have career paths for platform engineers?

Knowledge Management:

e [ ] Do we document tribal knowledge effectively?

e [ ]Can new engineers onboard without heroic effort?

e [ ] Do we have runbooks for operational procedures?

e []Is platform architecture documented and maintained?
Vendor Relationship:

e [ ] Can we effectively manage vendor relationships?

e [ ]Can we influence vendor roadmaps when needed?

e [ ] Do we have executive sponsorship for vendor escalations?
Scoring:

e 9-11 boxes: Strong sustainability

e 6-8 boxes: Moderate sustainability, requires discipline

e 3-5 boxes: Weak sustainability, high attrition risk
e -2 boxes: Cannot sustain team, will fail

3.3 Evolution Model Evaluation

How will your Fourth Cloud platform evolve over time?

This determines whether you can keep pace with technology evolution or become frozen in time
(the private cloud failure pattern).

Evolution Model Options
Model 1: Continuous Updates (Product Model)
Characteristics:
o Frequent small updates (weekly/monthly)
e Rolling updates with backward compatibility
e Platform evolves continuously

e No major "forklift upgrade" events

Requirements:



e Strong CI/CD for infrastructure
e Automated testing for updates
e Gradual rollout capabilities

e Quick rollback mechanisms

Sustainability:

. High if discipline maintained
o XLowif updates accumulate as tech debt

Model 2: Forklift Upgrades (Traditional Software Model)
Characteristics:

o Infrequent major releases (annually or less)
e Significant downtime for upgrades

e Breaking changes accumulated

o "Big bang" migrations

Requirements:

e Planned downtime windows

o Extensive testing before upgrades
e User migration coordination

o Fallback/rollback plans

Sustainability:

e L Medium at best
o X Low likelihood—most get stuck on old versions
e Common pattern: Behind 2-3 versions, can't upgrade without breaking

Model 3: Hybrid (Pragmatic)
Characteristics:

e Control plane: Continuous updates

e Data plane: Coordinated upgrades

e Workload impact minimized

e Gradual adoption of new capabilities
Requirements:

e Separation of control/data planes

e Rolling update capability for control plane
e Coordination for data plane changes



Sustainability:

. High with good architecture
e Depends on vendor support

Self-Assessment: Evolution Capability
Continuous Update Capability:

e [ ] We have infrastructure CI/CD pipelines

e [ ] We can roll out changes gradually (canary, blue/green)
e [ ] We have automated testing for infrastructure changes
e [ ] We can roll back changes quickly if issues arise

e [ ] We can communicate changes to users effectively

Forklift Upgrade Capability:

[ ] We can schedule planned downtime windows

[ ] We can coordinate major upgrades across teams

[ ] We have testing environments that match production

[ ] We can execute large migrations without business disruption

Vendor Coordination:

e [ ] We understand vendor release cadence

e [ ] Vendor provides migration tools and documentation
e [ ] Vendor supports gradual adoption of new versions

e [ ] We can influence vendor timing when needed

Scoring:
e Continuous capability: 4-5 boxes = Can handle continuous evolution
o Forklift capability: 3-4 boxes = Can handle periodic major upgrades

e Neither: <3 in both = Cannot evolve platform, will become frozen

If you cannot support either evolution model, platform will become obsolete within 2-3
years.

Vendor Questions About Evolution
For every vendor, ask:
1. "What's your release cadence?"
o How often do you release updates?

o Are they mandatory or optional?
o What's the testing/preview period?



2. "How do your customers stay current?"
o Show us customers on latest version
o What's typical lag time (GA to customer adoption)?
o Do customers skip versions?
3. "What happens if we don't upgrade for 12 months?"
o Are we still supported?
o What features/fixes do we miss?
o How hard is it to catch up?
4. "Show us a customer who's been on your platform for 3+ years"
o What version are they on?
o How many upgrades have they done?
o What's been their experience?

Red flags:
e No customers on current version (everyone stuck on old)

e "Most customers upgrade every 2-3 years" (forklift model)
e "You really should stay current" (but no one does)

3.4 Tech Debt Accumulation Patterns

How does technical debt accumulate in composed infrastructure?

Understanding these patterns helps you avoid the failure modes that killed previous private cloud
initiatives.
Pattern 1: Integration Debt
What it looks like:
e Custom code connecting Vendor A to Vendor B
o Each vendor upgrade potentially breaks integration
o Integration code becomes increasingly complex over time
e Multiple integrations create dependency web
How it accumulates:
e Year I: 3 integrations, 5K lines of code
e Year 2: 5 integrations, 12K lines of code (plus maintenance)
e Year 3: § integrations, 25K lines of code (plus maintenance)
e Team spends 60%+ time on "keep integrations working" vs. new value

Prevention:

e Minimize custom integrations (Section 2.6)
e Use vendor-maintained integration platforms



e Automate integration testing
e Budget for continuous maintenance

Self-Assessment:
e [ ] We minimize custom integrations (prefer vendor-provided)
e [ ] We have automated tests for integration health

e [ ] We budget for integration maintenance (not just build)
e [ ] We can replace integrations if they become unmaintainable

Pattern 2: Configuration Drift
What it looks like:

e Deployed infrastructure state diverges from documentation
e Manual changes made during incidents

o "Tribal knowledge" about why things are configured certain ways

o Fear of making changes ("it works, don't touch it")
How it accumulates:

e Production differs from staging (manual fixes applied)
e Documentation outdated by 6+ months

e No one knows why certain settings exist

o Changes become increasingly risky

Prevention:

o Infrastructure as code (required, not optional)
e GitOps workflows

e Dirift detection and remediation

e Documentation as code

Self-Assessment:

1 100% of infrastructure defined in code (no manual changes)
] Changes go through code review and CI/CD

] We have automated drift detection

] Documentation is maintained with code

[
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Pattern 3: Dependency Lock-In
What it looks like:

e Can't upgrade Component A without upgrading B, C, and D
e Version matrix complexity makes upgrades risky



e Stuck on old versions because upgrade coordination too complex
e "It works, let's not break it"

How it accumulates:

o Integration built for Version A.1 and B.2

e A upgrades to 2.0, but B still on 2.2

o Integration breaks, stuck until B upgrades

e Coordination burden grows with each component

Prevention:
e Design for loose coupling
o Use stable interface contracts
o Test against multiple versions

e Have rollback plans

Self-Assessment:

[ ] We understand version compatibility matrices

[ ] We can upgrade components independently

[ ] We test against multiple component versions

[ ] We have documented upgrade order/dependencies

Pattern 4: Undocumented Assumptions
What it looks like:

e Platform works, but no one knows exactly why
e "Ask Jane, she set that up 2 years ago"

e When Jane leaves, tribal knowledge lost

e Troubleshooting requires heroic archaeology

How it accumulates:

o Initial setup done by experts

e Documentation deferred ("we'll document later")

e Team turnover erodes knowledge

e New team afraid to change things they don't understand

Prevention:

e Documentation is part of definition of done
e Runbooks for all operational procedures

e Architecture decision records (ADRs)

o Knowledge transfer before people leave



Self-Assessment:

[ ] All architecture decisions documented (ADRs)

[ ] Operational procedures have runbooks

[ ] New team members can onboard without heroics

[ ] We conduct blameless postmortems with documentation

Pattern 5: Optimization Entropy
What it looks like:

e Platform tuned for specific workloads from 2 years ago
e Workload patterns changed, but tuning didn't

e Performance optimizations become constraints

o "Don't change that setting, it breaks X" (but X is gone)

How it accumulates:

e Crisis-driven optimizations (no documentation)
e Workloads evolve, platform doesn't

o Fear of changing "magic numbers"

e Optimizations outlive the problems they solved

Prevention:
e Document why optimizations were made
e Regular reviews of configurations
e Performance testing for changes
e Clean up obsolete tuning
Self-Assessment:
e [ ] We document why configuration values exist
e [ ] We review and clean up obsolete settings

e [ ] We have performance testing for major changes
e [ ] We're not afraid to reset to defaults when appropriate

Aggregate Tech Debt Assessment
Count how many boxes you checked across all patterns:
Scoring:

e 16-20 boxes: Strong discipline, low tech debt risk

e 12-15 boxes: Moderate discipline, manageable tech debt
e 8-11 boxes: Weak discipline, tech debt will accumulate



e 0-7 boxes: Will accumulate tech debt rapidly, platform becomes unmaintainable

3.5 Organizational Readiness Checklist
Final comprehensive self-assessment before determining your path.
Executive Commitment

[ ] We have C-level executive sponsor for Fourth Cloud initiative

[ ] Multi-year budget approved (not just initial deployment)

[ ] Executive understands this is product, not project

[ ] Executive willing to defend investment during priority shifts

[ ] Executive understands we may discover we're not ready (that's success)

Score: /5
Team Capability

] We have (or can hire) required expertise (Section 3.2)
] We can staff 3-8 person platform team

] We can retain team for 3+ years (comp, career path)

] We can build on-call rotation without burnout

] Team has product mindset, not just ops mindset

] We can hire platform product manager

[
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Score: /6
Operational Maturity

[ ] Infrastructure as code is standard practice (not aspirational)
[ ] We have CI/CD for infrastructure changes

[ ] We practice GitOps workflows

[ ] We have runbooks for operational procedures

[

[

] We conduct blameless postmortems
e [ ] We measure and act on operational metrics
Score: /6

Evolution Capability

[ ] We can support continuous or coordinated upgrades (Section 3.3)
[ ] We have automated testing for infrastructure changes

[ ] We can roll back changes when problems occur

[ ] We communicate changes effectively to users

[ ] We have test environments that match production



Score: /5
Integration Capability
[ ] We minimize custom integrations (prefer vendor-maintained)
[ ] We have automated integration testing
e [ ] We budget for integration maintenance
[ ] We can replace brittle integrations if needed
[ ] We understand gap lifecycle burden (Section 2.6)
Score: /5
Business Alignment
[ ] Business stakeholders understand platform value
[ ] We can articulate ROI vs. alternatives
e [ ] We have SLAs aligned with business needs
[ ] We can deprecate features when needed (organizational discipline)
[ ] Platform roadmap aligns with business priorities
Score: /5

Total Organizational Readiness Score

Add up all section scores: /30

Your Fourth Cloud Path (Based on Readiness Score)

Count your total checked boxes (out of 30):

Path 1: Build Operational Maturity First (0-10 boxes)
Your Current Reality:

e Limited platform engineering capability

o Infrastructure treated as projects, not products

o Competing priorities, limited dedicated resources
e Tech debt accumulation is common pattern

e Team turnover impacts platform knowledge

e Manual processes dominate

Your Recommended Actions:



1. Continue Current Infrastructure Model

e Maintain existing virtualization/container operations
e Don't take on new operational complexity
e Focus on stability and reliability of current state

2. Invest in Operational Maturity:

o Infrastructure as Code: Implement Terraform/Pulumi for existing infrastructure
e Documentation: Create runbooks for all critical operations

e Monitoring: Establish basic observability for current systems

e Team Building: Form platform team (even 2-3 people part-time initially)

e Process: Implement change management and code review for infrastructure

3. Use Managed Services Where Possible:

e Cloud-managed databases instead of self-hosted

e Managed object storage instead of DIY storage clusters

o SaaS tools instead of self-hosted applications

e Goal: Reduce operational burden while building capability

4. Capability Building Investments:

e Training budget for IaC, containers, platform engineering

e Hire 1-2 senior platform engineers (if budget allows)

o Engage consultants for capability transfer (not just delivery)

e Attend conferences, join communities (KubeCon, platform engineering meetups)

Timeline to Fourth Cloud Readiness: 3-5 years

Year 1-2: Build [aC discipline, establish platform team, improve current operations Year 3:
Evaluate simple infrastructure modernization (single vendor, narrow scope) Year 4-5: Reassess
Fourth Cloud readiness with new maturity level

Vendors to Evaluate NOW:

e Infrastructure as Code platforms (Terraform Cloud, Pulumi, env0)
e Observability platforms (Datadog, New Relic, Dynatrace)
e Training providers (Platform Engineering Bootcamps, Cloud certifications)

Vendors to AVOID NOW:
e Fourth Cloud platforms (too complex for current maturity)

e Multi-vendor compositions (gap management beyond capability)
e "Build your own" solutions (requires expertise you're building)



Success Metrics:

Infrastructure changes via code: >80%
Platform team established: Yes
Runbooks documented and tested: Yes
Team retention: >80% annually

Tech debt tracking: Visible and managed

When to Reassess: After 18-24 months of capability building, retake assessment

Path 2: Staged Modernization While Building Capability (11-20 boxes)

Your Current Reality:

Some platform engineering capability exists
Projects sometimes operate like products
Pockets of operational excellence

Gaps in key areas (skills, processes, or maturity)
Inconsistent discipline across teams

Your Recommended Actions:

1. Modernize Current Infrastructure with Product Discipline

If Virtualization-Based:

Invest in operational excellence for current platform

Implement automation and IaC for existing systems

Don't chase "next generation" yet—perfect current operations
Consider: Infrastructure management tooling, lifecycle automation

If Container-Based:

Improve orchestration maturity

Implement better observability and policy management
Strengthen platform team ownership

Consider: Managed Kubernetes, enhanced monitoring

2. Fill Capability Gaps Systematically:

Skills: Hire or train for identified gaps (from Section 3.2)
Team: Build dedicated platform team (start with 3-5 people)
Process: Establish platform product management

Discipline: Implement and maintain [aC, testing, documentation



3. Start with Simple Fourth Cloud Patterns:

o Single workload type: Containerized apps OR VMs, not both initially

o Single environment: On-prem OR cloud, not hybrid yet

e Vendor-managed components: Prefer managed services to reduce operations
e Limited scope: One use case, 10-20% of workloads

4. Build Integration Discipline:

e Practice with simple integrations (monitoring, identity, backup)
o Establish integration monitoring and runbooks

e Prove you can maintain integrations over upgrade cycles

e Success at small scale before expanding

Timeline to Full Fourth Cloud: 2-3 years of staged adoption

Year 1: Modernize current stack, fill capability gaps, pilot narrow Fourth Cloud pattern Year 2:
Operate pilot with discipline, expand scope if successful Year 3: Broaden Fourth Cloud adoption
OR maintain enhanced current state (both valid)

Vendor Evaluation Strategy:
Seek vendors who provide:

o Integrated solutions (minimize gaps)

o Strong professional services (capability transfer)
e Managed options (reduce operational burden)

e Clear upgrade paths (you can stay current)

o Customer references at similar maturity

Ask vendors:

e "What do WE operate vs. what do YOU manage?"

e "Show us customers at similar maturity who've succeeded"
e "What's your professional services model?"

o "What happens when we can't upgrade immediately?"

Avoid vendors who:

e Require significant gap-filling

e Assume high operational maturity

e Provide "platforms" not "solutions"

e Can't show customers at your maturity level
e Require extensive customization

Vendors to Evaluate:



o Integrated infrastructure platforms with management tools

e Managed Kubernetes distributions (GKE, EKS, AKS, or on-prem managed)
e Single-vendor stacks (fewer integration points)

e Vendors with strong PS for implementation and training

Success Metrics:
o Capability gaps filled: >70%
o Platform team established: 3-5 FTE dedicated
e Pilot workloads on Fourth Cloud pattern: >10%
o Integration maintenance sustainable: <20% team time

e Team satisfaction: High (not burning out)

When to Reassess: After 12 months of pilot operations

Path 3: Selective Fourth Cloud Adoption (21-25 boxes)

Your Current Reality:
o Strong platform engineering capability in several areas
o Infrastructure operates like product in some domains
o Can maintain integrations with discipline
e Organizational maturity exists but not uniform
e Proven ability to sustain operations
Your Recommended Actions:
1. Pursue Fourth Cloud with Realistic Scope:
Start with Use Cases That Match Vendor Strengths:
o Containerized cloud-native apps (if vendor strong here)
e Data/Al workloads (if vendor provides strong data fabric)
e Specific regions/environments (not global all-at-once)
Accept Vendor Limitations Rather Than Building Custom:
e Use vendor-provided capabilities as-is initially
e Avoid "but we need this one feature" customization trap
o Extend only after proving you can operate core platform

Operate Vendor Solution As Provided:

e Minimal customization in first 12-18 months



e Follow vendor best practices
o Build expertise before diverging from standard patterns

2. Vendor Selection Criteria:
Integrated Platforms (Most Layers from One Vendor):

e Reduces number of gaps

o Single support relationship
e Coordinated upgrades

e Clear ownership

Strong Professional Services:

e Implementation support

e Capability transfer (not just delivery)
e Ongoing advisory available

e Training programs

Clear Product Roadmaps:
e Transparent about future direction
e Regular updates and communication
e Customer influence on roadmap
e Predictable release cycles
3. Gap Management Strategy:
Maximum 2-3 Manageable Gaps:
e More gaps = higher complexity
o Each gap requires ongoing product management
e Choose gaps strategically (high value, low complexity)
Require Vendor-Provided Integration for Critical Gaps:
o Identity bridge between infrastructure/application
e Observability correlation across layers
e Policy enforcement across layers
Only Build Custom for Non-Critical, Simple Gaps:
e Nice-to-have features, not core functionality

o Simple API integrations, not complex orchestration
e Clear ownership and maintenance plan



4. Parallel Path Strategy:

Continue Operating Proven Infrastructure:
o Critical workloads stay on battle-tested systems
e Don't force migration to prove Fourth Cloud
e Maintain current operations excellence

Use Fourth Cloud for New/Non-Critical Workloads:

e New applications start on Fourth Cloud
e Dev/test environments first, production later
e Build confidence before moving critical workloads

Expand Scope as Operational Confidence Grows:

e 6 months: Prove operational model works

e 12 months: Expand to more workloads

e 18-24 months: Consider critical workload migration
Timeline to Mature Fourth Cloud: 1-2 years initial deployment, 3-4 years for full maturity
Year 1: Deploy integrated vendor solution for pilot workloads (20-30% scope) Year 2: Expand
scope (40-60%), operate with vendor support, internalize expertise Year 3-4: Expand to critical
workloads, reduce vendor dependency, mature operations
Vendor Evaluation Focus:
Single-Vendor Solutions Strongly Preferred:

e Complete platform from one vendor

e OR vendor with clear partner ecosystem for missing layers

e Coordinated support and upgrades
Multi-Vendor Only If:

o Integrations are vendor-maintained (not customer-built)

e Clear support boundaries documented

e Multiple customers running similar composition
Heavy Reliance on Vendor PS Initially:

o Implementation partnership

o Capability transfer over time
e Gradual reduction in PS dependency



Contractual Requirements:

o API stability commitments

e Gap closure timelines (if vendor promises future native solutions)
e Support SLAs for integrations

o Professional services availability

Use Full RFP Sections 4-5 But Focus On:

o Integration quality (Section 4)

e Vendor operational model

o Customer references at your scale

e Gap ownership clarity (Section 2.6)

Success Metrics:
e Fourth Cloud operational: >30% workloads by Month 12
o Integration maintenance: <25% platform team time
e Vendor relationship: Strong partnership, responsive support
e Team confidence: Growing, not burning out

o Business satisfaction: Meeting/exceeding expectations

When to Expand: After 18 months of proven operations

Path 4: Full Fourth Cloud Composition (26-30 boxes)
Your Current Reality:
o Strong platform engineering capability across all domains
o Infrastructure consistently operated as product
e Proven integration management over time
e Organizational maturity for complex platforms
e Successful track record of multi-year platform operations
Your Recommended Actions:
1. Pursue Comprehensive Fourth Cloud:
Multi-Vendor Composition Viable:
o Best-of-breed across layers

e Can manage 5-8 gaps with product discipline
e Proven capability to coordinate complex systems



Gap Ownership at Scale:

o Budget 1-3 FTE for gap lifecycle management

e Assign dedicated product owner for entire platform
e Build or buy integration middleware

o Establish gap deprecation and migration policies

2. Gap Management Strategy:

Dedicated Gap Product Management:
e Role: Platform Product Manager with gap lifecycle responsibility
o Responsibilities: Track vendor roadmaps, coordinate migrations, manage trade-offs
e Authority: Make "migrate vs. maintain" decisions

e Budget: Control budget for overlap periods and migrations

Integration Platform:

Consider integration middleware (MuleSoft, custom service mesh, API gateway)
Centralized observability and monitoring for all gaps

Automated testing for integration compatibility

Version control for all integration code

Gap Lifecycle Policies:

e Maximum gap lifespan: 3-5 years

e Deprecation process: 18-month notice minimum

e Migration budget: 20% of gap TCO reserved for migrations
o Customer migration: Coordinate with application teams

3. Vendor Management:
Hold Vendors Accountable:

o API Stability: Contractual commitments, not best-effort

o Lifecycle Support: Must support gap migrations when they release native solutions
o Integration Testing: Vendors coordinate testing with ecosystem partners

e Support Boundaries: Clear documentation of support edges

Negotiate Strong Contracts:

e Multi-year pricing with volume discounts

o API stability guarantees with penalties for breaking changes
e Support SLAs that include integration troubleshooting

o Customer advisory board participation



Build Vendor Partnerships:

e Regular roadmap review sessions

o Early access to beta features

e Influence on product direction

e Joint customer references
Maintain Optionality:

e Avoid deep lock-in at any layer

e Plan for component replacement

e Document exit strategies

o Keep alternatives evaluated
4. Risk Management:
Maintain Fallback Options:

o Keep relationships with public cloud providers

e Monitor managed service alternatives

o Budget for "escape plan" if composition fails
Run Parallel Operations During Transitions:

e Don't cut over all-at-once

e Gradual migration with rollback capability

e Maintain old systems until new proven
Reserve Budget for Gap Lifecycle:

e 20-30% of platform budget for gap management

e Separate budget for migrations and deprecations

e Contingency for vendor failures or market changes
Timeline: 1-2 years for production, ongoing evolution
Year 1: Deploy multi-vendor composition, prove gap management works Year 2+: Operate
with product discipline, coordinate lifecycles, evolve continuously Ongoing: Maintain
optionality, evaluate alternatives, manage vendor relationships
Vendor Evaluation Strategy:

Best-of-Breed Across Layers:

o Evaluate vendors independently per layer
e Choose based on capability, not integration convenience



e Assemble composition that optimizes each layer
Strong Contract Requirements:

o API stability with teeth (penalties for breaks)

e Lifecycle support commitments

o Integration support (vendor maintains adapters)
e Customer references for similar compositions

Customer References Essential:

e Must see 3+ customers managing similar complexity
o References must show multi-year operations

e Validate integration maintenance burden claims

e Understand their gap management approach

Use Complete RFP (Sections 4-5):

e Full technical evaluation

e Deep integration assessment (Section 4)
o Layer-by-layer interrogation (Section 5)
e Gap ownership questions (Section 2.6)

Success Metrics:
o Fourth Cloud operational: >70% workloads by Month 24
e Gap management: Sustainable, <30% platform team time
e Vendor relationships: Strong partnerships with accountability
o Platform evolution: Continuous improvement, not tech debt accumulation

e Team retention: >85% annually (not burning out)
e Business impact: Measurable improvement vs. previous infrastructure

4. Cross-Layer Integration Assessment

For Path 3-4 Organizations
The defining test of Fourth Cloud: Do layers integrate, or just coexist?

Traditional platforms provide components at each layer but leave integration to the enterprise.
Vendors can claim "we support everything" while providing nothing but APIs and best wishes.



Fourth Cloud platforms must demonstrate actual integration—where decisions at one layer
inform behavior at another, where metadata flows automatically between systems, where policies
declared once enforce everywhere.

This section provides frameworks to test integration claims.

4.1 Integration vs. Coexistence: The Critical Distinction

What Coexistence Looks Like (Not Fourth Cloud)

Components exist at each layer:

e Infrastructure platform at FC-0/2A
o Data system at FC-1

e Application runtime at FC-2B/3

e Monitoring tools throughout

But they operate independently:

e Each has separate identity system

e Metadata doesn't flow between systems

e Policy must be configured in each layer separately

e Troubleshooting requires checking each system individually
e No automated coordination

Example of Coexistence:

Developer: "Deploy my app in EU for GDPR compliance"

Reality:

Developer sets region in application config
Separately, ops sets infrastructure region
Separately, security sets firewall rules
Separately, data team sets data residency
NO system verifies these are consistent

. NO automated enforcement across layers

. Manual coordination required
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This is what most "platforms' actually deliver: components that coexist.
What Integration Looks Like (Actual Fourth Cloud)
Layers share context automatically:

o Infrastructure identity informs application authorization

e Data location metadata drives placement decisions
e Policy declared once enforces at all layers



e Observability correlates across layers automatically
e Decisions are coordinated, not just co-located

Example of Integration:

Developer: "Deploy my app in EU for GDPR compliance"

Reality:

Developer declares: compliance=GDPR, region=EU

FC-2C queries FC-1: "Where is GDPR-controlled data?"

FC-1 responds: "Data in eu-west-1, cannot move"

FC-2C places compute: eu-west-1 (data locality)

FC-2B enforces: Network policies prevent EU-US traffic
Observability: Shows GDPR compliance status automatically
AUTOMATED enforcement across all layers
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This is true Fourth Cloud: integrated decision-making across layers.
The Integration Test Questions
Ask vendors to demonstrate integration for these scenarios:
Scenario 1: Identity-Aware Placement
o "User from Finance team deploys application"
o "Application must access finance data (restricted)"
e "Show me how infrastructure identity flows to application authorization"
e "Show me how FC-2C enforces 'finance data only accessed by finance team'

Can the vendor:

. Automatically propagate identity from infrastructure — application?
. Enforce policy at network AND application layers?

o ™ Audit identity flow end-to-end?

« XoOr require manual configuration at each layer?

Scenario 2: Data-Gravity-Aware Placement
o "Application needs data from two sources: on-prem database, cloud data warehouse"
e "On-prem data cannot move to cloud (compliance)"
e "Show me how FC-2C decides where to place compute"

Can the vendor:

. Automatically discover data locations?
. Understand "data cannot move" constraints?
. Place compute near unmovable data?



. Show decision reasoning in audit log?
« XoOr require manual placement by operator?

Scenario 3: Compliance Propagation
o "Data tagged as HIPAA-controlled at FC-1"
e "Developer deploys application accessing this data"
e "Show me how HIPAA enforcement propagates to compute placement, network policy,
and access control"

Can the vendor:

. Propagate compliance tags from FC-1 — FC-2C — FC-2B?
. Automatically enforce at all layers?

. Alert/block violations in real-time?

. Prove compliance after-the-fact?

« Xor require manual policy duplication at each layer?

If vendor cannot demonstrate these scenarios, they provide coexistence, not integration.

4.2 Persona-Based Abstraction Model

The Abstraction Challenge
Fourth Cloud must serve three personas with different needs:

Developer: Declares intent, doesn't see substrate Operator: Sees substrate, controls decisions,
troubleshoots Security/Compliance: Sees policy enforcement, audits decisions

Integration quality is measured by how well abstraction serves each persona.
Evaluating Persona Abstractions
Developer Interface Assessment
What Developer Should See:
e Declare intent: "Run this application, needs 8 cores, must be GDPR compliant"
e See outcomes: "Application running, metrics available"
e Debug when needed: "Why is my app slow?" (without needing substrate knowledge)

What Developer Should NOT See:

e Whether running on VM vs. container vs. bare metal



e Which specific cluster/node
e Network routing details
o Storage backend specifics

Test with Vendor:

1. Intent Declaration: "Show me how developer declares: application needs EU data, must run
in EU, needs 8 cores, 32GB RAM"

Good answer:

application: financial-reporting
requirements:

region: eu

compliance: gdpr

compute: 8-core, 32GB

Bad answer:

infrastructure: vmware-cluster-03
datacenter: amsterdam

resource pool: finance-vms

vlan: 1234

storage profile: ssd-tierl

(Developer shouldn't need infrastructure details)

2. Substrate Awareness: "Does developer need to know if this runs on infrastructure vendor A
vs. B?"

. Good: "No, substrate is abstracted"
« X Bad: "Developer sets different configs for different substrates"

3. Debugging Abstraction: "Developer reports 'my app is slow.' How do they debug?"
Good answer:
e Application metrics show: latency = 2000ms

e Recommendation: "Data access from remote region, consider moving compute
e Developer doesn't need to understand network topology

Bad answer:

e "Developer must SSH to node, check network routes, examine storage [OPS"
o Infrastructure expertise required for application debugging

Vendor Questions:



1. "Show us your developer-facing AP1/UI for deploying applications"
o How much infrastructure knowledge is required?
o What substrate details are exposed?
2. "Walk through debugging scenario: Application latency spike"
o What does developer see?
o How much infrastructure knowledge needed?
3. "Can applications move between substrates without code changes?"
o Same container image on multiple infrastructure types?
o No substrate-specific configuration?
4. "What happens when developer's intent conflicts with reality?"
o Example: Request "8 GPUs" but none available
o How is this communicated?
o Who resolves conflict?

Operator Interface Assessment
What Operator Should See:

e Actual substrate: VM on cluster-03, vSphere 8.0

e Resource utilization: CPU 75%, GPU 90%

o Placement reasoning: "Placed here because data gravity + capacity"
e Override controls: Can manually move workload if needed

What Operator Should Control:
o Set constraints: "This cluster reserved for production”
e Override decisions: "Move this workload to different cluster"
e Maintenance mode: "Drain this node for updates"
e Troubleshooting: Full visibility into all layers
Test with Vendor:
1. Substrate Visibility: "Show me what operator sees for a running workload"
Good answer:
e Infrastructure: "VM on esxi-host-05, cluster-prod-03"
e Resources: Detailed metrics (CPU, memory, network, storage)
e Placement reason: "FC-2C decision: data locality + cost optimization"
e Network path: Actual routing through infrastructure

Bad answer:

e Same abstraction as developer (no substrate visibility)
o "Application is running, that's all you need to know"



2. Override Capabilities: "Can operator override FC-2C automated decisions?"
Good answer:

e "Yes, operator can force placement to specific cluster"
e "Override reasons are logged and auditable"

e "Opverride persists until operator removes it"

e Emergency controls (kill switch) exist

Bad answer:

e "No, FC-2C decisions cannot be overridden"
e "You'll need to contact vendor support"

3. Troubleshooting Depth: "Walk through troubleshooting: Application can't reach database"
Good answer:

e Operator sees: Application on cluster A, database on cluster B
o Network path visualization shows routing

e Policy check shows: No explicit block

e Logs show: Connection timeout at network layer

e Operator can test connectivity, adjust policy

Bad answer:

e "Check application logs"
e No visibility into network path or policy
e Must contact multiple teams for full picture

Vendor Questions:

1. "Show us your operator dashboard/interface"
o How much substrate detail is visible?
o Can operator see FC-2C decision reasoning?
2. "Walk through: Operator needs to drain a cluster for maintenance"
o What controls exist?
o How does FC-2C respect maintenance mode?
3. "What happens when operator and FC-2C conflict?"
o Example: FC-2C wants to place workload, operator has marked cluster
unavailable
o How is conflict resolved?
4. "Show us troubleshooting tools for cross-layer issues'
o Network connectivity issues
o Performance problems
o Policy conflicts



Security/Compliance Interface Assessment
What Security/Compliance Should See:

e Policy enforcement status: "All GDPR data in EU: V"

e Violations: Real-time alerts for policy breaches

e Audit trail: Complete history of decisions

e Compliance reports: "Show me all EU data access for last quarter"

Test with Vendor:
1. Policy Visibility: "How does security team verify compliance policy is enforced?"
Good answer:
e Dashboard shows: Policy "GDPR data in EU" — Enforced at FC-1, FC-2C, FC-2B
e Can audit: "Show all workloads accessing GDPR data"
e Can verify: "No GDPR data has left EU region"

Bad answer:

e "Security team must check each system separately"
e No unified compliance view

2. Violation Detection: "What happens if FC-2C violates compliance policy?"
Good answer:

e Automated detection: FC-2C attempted to place EU workload in US

e Automatic prevention: Placement blocked

e Alert generated: Security team notified

e Audit logged: Incident recorded with context

Bad answer:

e "FC-2C won't violate policy" (but no verification)
e Manual auditing required

3. Audit Trail: "Show me complete audit trail for a compliance-sensitive workload"
Good answer:

e Identity: Who deployed, when

e Placement decision: FC-2C reasoning, inputs considered

o Data accessed: What data, from where, when
e Policy enforcement: All checks performed, results



e Changes: Complete history of modifications
Bad answer:

e Application logs only
e No cross-layer audit trail
e Gaps in history

Vendor Questions:

1. "Show us compliance dashboard/reporting"
o What compliance views exist?
o Can we prove compliance to auditors?
2. "Walk through: Auditor asks 'How do you ensure HIPAA data never leaves
approved datacenters?'"
o What evidence can you provide?
o How complete is audit trail?
3. "What happens when policy is violated?"
o Detection mechanism?
o Prevention vs. alert?
o Remediation process?

Persona Abstraction Matrix

Vendors must complete this matrix:

Developer Developer Operator Operato Security Security
Concern r
Sees Controls Sees Sees Controls
Controls
Substrate Type .
(VM/container/bar Intent only No Full details Yes, can Summary Policy
override only
e metal)
Cluster/Region  Logical Intent Actual Yes, can Policy ggflilrcli};io
Placement (EU/US) cluster IDs override compliance n
. Policy
Network Path Nothing No Full routing Yes,.can Policy definitio
modify  check
Logical Performance  Actual Yes, can Complianc POliC.}I.
Storage Backend .. . ’ definitio
(tier) tier system change e status
o . Policy
+ T
Identity/Auth Application App o Infrastructur Yes, full Poh'cy defimitio
level permissions e+ App control  audit



Operato

Developer Developer Operator Security Security

Concern Sees Controls Sees r Sees Controls
Controls
. . . Policy
Data Location Log%cal Intent Phys¥ca1 Limited Complianc definitio
(region) location e status
Resource Application Limits/request Full Yes, can Cost/budge Budget
Consumption metrics S infrastructure tune t policy
FC-2C Decisions Outcomes No Rf:gsomng Yes, A Audit trail Pohcy
only visible override input
Policy "Compliant Details Limited Full audit = CHCY
Enforcement status creation

Evaluation:

. Good: Clear separation of concerns, appropriate visibility per persona
o /% Medium: Some overlap or gaps in visibility/control
« X Bad: Same interface for all personas OR huge visibility gaps

4.3 Identity Continuity Assessment

The Identity Integration Challenge
Infrastructure platforms provide infrastructure identity:
e Who can access physical/virtual infrastructure
e Authentication for operators/admins
e Resource-level access control
But applications need application identity:
e Who can access application features/data
e Authentication for end users
e Business-logic-level access control
Fourth Cloud requires these identity layers to integrate.
Identity Integration Test Scenarios
Ask vendors to demonstrate:

Scenario 1: Infrastructure Identity Informs Application Authorization

Setup:



e User "Alice" is in infrastructure group "Finance-Team"
o Finance-Team has infrastructure access to finance clusters
e Application "Financial-Dashboard" accesses sensitive finance data

Question: "How does Alice's infrastructure identity flow to application authorization?"

Integrated answer (Good):

1. Alice authenticates to infrastructure (SSO/AD/LDAP)
2. Infrastructure identity service issues token: user=alice, groups=[Finance-
Team]

3. Alice deploys application via platform

4. Platform propagates identity context to application runtime

5. Application receives: user=alice, groups=[Finance-Team]

6. Application enforces: Finance-Team - grant access to finance data

7. NO separate application login required

Coexistence answer (Bad):

Alice authenticates to infrastructure (SSO/AD/LDAP)

Alice accesses application

Application prompts for separate login

Alice must create separate application account

NO connection between infrastructure identity and application identity
Two separate identity systems, manual management
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Vendor Questions:

1. "What infrastructure identity systems do you support?"
o Active Directory, LDAP, SAML, OIDC, Cloud IAM?
o How are infrastructure identities managed?
2. "What application identity systems do you provide?"
o Does platform provide application identity?
o Or must applications bring their own (Auth0, Okta, custom)?
3. "How do infrastructure identity and application identity connect?"
o Automated propagation?
o API for identity bridge?
o Customer must build bridge?
4. "Can infrastructure group membership drive application authorization?"
o Example: "Finance-Team infrastructure group — finance-app access"
o Automated or manual?
5. "Show us identity propagation end-to-end"
o User authenticates to infrastructure
o User accesses application
o Trace identity through all layers

Scenario 2: Identity-Aware FC-2C Placement

Setup:



e User "Bob" from "EU-Finance" team deploys application
e Policy: "EU-Finance workloads must run in EU infrastructure"

Question: "How does FC-2C enforce identity-based placement?"

Integrated answer (Good):

Bob (EU-Finance) deploys application

FC-2C receives request with identity context: user=bob, team=EU-Finance
FC-2C queries policy: "EU-Finance" - must place=EU

FC-2C places workload only on EU clusters

Network policies automatically enforce: EU-Finance workloads isolated
Audit log: "Workload placed in EU due to identity=EU-Finance"

oUW N

Coexistence answer (Bad):

Bob deploys application

FC-2C has no identity context

Manual process: Bob must specify region=EU

No automated enforcement of "EU-Finance — EU" rule
Security team must manually audit placement
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Vendor Questions:

1. "Does FC-2C receive identity context for placement decisions?"
o Who deployed workload?
o What groups/teams?
o  What permissions?
2. "Can policy use identity for placement rules?"
o Example: "Dev-Team — dev clusters, Prod-Team — prod clusters"
o Example: "EU-users — EU infrastructure"
3. "How is identity-based placement audited?"
o Can we prove "EU-Finance workloads never left EU"?
o Audit trail includes identity context?

Scenario 3: Service-to-Service Identity
Setup:

e Application A needs to call Application B's API
e Both applications deployed on Fourth Cloud platform

Question: "How do services authenticate to each other?"

Integrated answer (Good):

1. Platform issues identity to each service automatically
2. Service A: identity=app-a, namespace=finance
3. Service B: identity=app-b, namespace=finance



Service A calls Service B

Platform injects identity token automatically

Service B validates: "app-a from finance namespace" - authorized
mTLS established automatically
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Coexistence answer (Bad):

Developer must manually create API keys
Developer must inject API keys into applications
Developer must rotate keys manually

No platform-provided service identity

Manual trust management
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Vendor Questions:

1. "How do services authenticate to each other?"
o Platform-provided identity?
o Manual API keys?
o mTLS? Service mesh?
2. "Who issues and rotates service credentials?"
o Platform automatic?
o Developer manual?
3. "Can policy control service-to-service access?"
o Example: "Finance services can only call other finance services"
o Enforced by platform?

Identity Continuity Scorecard

For buyers to complete during vendor evaluation:

Capability Provided Must Build Not Available Notes
Infrastructure identity system
Application identity system
Identity bridge (infra — app)
Service-to-service identity
Identity propagation through FC-2C
Identity-based placement policies
Identity-based access control
Identity audit trails
Cross-layer identity correlation

Red Flags:

o Infrastructure identity exists but application identity is "bring your own" X
e No bridge between identity systems X



o Identity context lost during FC-2C placement decisions X
« Cannot audit identity flow across layers X
o "Identity is application responsibility" (punting to developers) X

4.4 Data Gravity and Economic Placement Assessment

The Data Locality Reality

Enterprises don't "burst" workloads based on capacity.

Reality: Workloads run where data lives, because data often cannot or should not move.
Examples:

e Cloud data warehouse (Snowflake, BigQuery): Compute must run in cloud near data
e On-prem ERP system: Data won't migrate, compute must stay on-prem

e Manufacturing floor: Data generated locally, processed locally (latency)

o Regulated data: Cannot leave specific regions/datacenters (compliance)

Fourth Cloud FC-2C must understand data gravity and make intelligent placement
decisions.

Data Gravity Test Scenarios

Ask vendors to demonstrate:

Scenario 1: Compute-to-Data Placement
Setup:

e Application needs data from on-prem database (10GB, cannot move)
e Application also needs data from cloud data warehouse (1GB, can move)

Question: "Where does FC-2C place the compute?"

Integrated answer (Good):

FC-2C analysis:
1. Queries FC-1: "Where is data located?"
2. FC-1 responds:
- Database: on-prem, size=10GB, residency=MUST STAY
- Warehouse: cloud, size=1GB, residency=CAN MOVE
3. FC-2C evaluates:
- Option A: Place on-prem, pull 1GB from cloud
- Option B: Place in cloud, pull 10GB from on-prem (blocked by residency)
4. Decision: Place on-prem (move 1GB, not 10GB)
5. Reasoning logged: "data gravity: database=primary, warehouse=secondary"



Coexistence answer (Bad):

Developer manually decides placement:

- Operator has no automated data location discovery

- FC-2C doesn't consider data location

- Manual process to determine optimal placement

- Often results in suboptimal placement (moving large datasets)

Vendor Questions:

1. "How does FC-2C discover where data actually lives?"
o Automatic discovery from FC-1?
o Manual configuration?
o Integration with data catalogs?
2. "How do you model 'data cannot move' constraints?"
o Compliance rules?
o Size limits?
o Performance requirements?
3. "Show us FC-2C decision logic for data-aware placement"
o What inputs are considered?
o How is data gravity weighted vs. other factors?
4. "Can we see the reasoning for placement decisions?"
o Audit logs show: "Placed here because data gravity"?
o Or opaque black box?

Scenario 2: Multi-Location Data Access
Setup:

e Application needs to join:
o Customer data from cloud CRM (Salesforce) - S00MB
o Financial data from on-prem ERP (SAP) - 5GB, cannot move

Question: "Where does compute run? How is data movement minimized?"

Integrated answer (Good):

FC-2C analysis:

1. Detects data in multiple locations

2. Evaluates options:

- Option A: On-prem, pull 500MB from cloud

- Option B: Cloud, pull 5GB from on-prem (blocked by SAP constraints)
Decision: Run on-prem, replicate Salesforce subset to on-prem
Network policies: Allow outbound to Salesforce API only

Cost considered: Data egress minimal (500MB vs 5GB)

Reasoning: "SAP immovable, Salesforce portable, minimize egress"

o U1 Wb W

Coexistence answer (Bad):



Developer solutions:

- Build custom ETL to sync data

- No platform-level data movement optimization
- FC-2C doesn't coordinate data access

- Often results in unnecessary data replication

Vendor Questions:

1. "How do you handle workloads needing data from multiple locations?"
o Can FC-2C coordinate cross-location data access?
o How is data movement minimized?
2. "Can you model data access patterns?"
o Frequent vs. infrequent access?
o Read vs. write patterns?
o Hot vs. cold data?
3. "How do you balance data movement cost vs. compute cost?"
o Example: Sometimes cheaper to move compute to data
o Example: Sometimes cheaper to replicate small dataset

Data Gravity Evaluation Framework
Vendors must answer:
Data Location Discovery

1. "How does your platform discover where data lives?"
o Automatic scanning/discovery?
o Integration with data catalogs?
o Manual configuration?

2. "What data sources can you discover?"
o Databases (SQL, NoSQL)?
o Object storage (S3, Azure Blob, etc.)?
o On-prem file systems?

3. "How frequently is data location updated?"
o Real-time?
o Periodic scanning?
o Manual updates?

Data Movement Constraints

4. "How do you model 'data cannot move' constraints?"
o Compliance tags (GDPR, HIPAA, etc.)?
o Size-based rules (>10GB shouldn't move)?
o Performance requirements (low-latency access)?

5. "Can operators/security declare data residency rules?"
o Example: "Financial data must stay on-prem"
o Example: "EU customer data must stay in EU"



6. "How are data movement violations prevented?"
o FC-2C enforces constraints in placement?
o Network policies prevent unauthorized movement?

FC-2C Data-Aware Reasoning

7. "What inputs does FC-2C use for data-aware placement?"
o Data location from FC-1?
o Data size?
o Data access patterns?
o Data residency constraints?
8. "How does FC-2C balance data gravity vs. other factors?"
o Data locality vs. compute availability?
o Data locality vs. cost?
o Data locality vs. performance?
9. "Can we see FC-2C reasoning about data gravity?"
o Decision logs show data considerations?
o Audit trail for placement?
10. "What happens when data-optimal placement isn't available?"
o Example: On-prem at capacity, but data must stay on-prem
o How is conflict resolved?

Economic Optimization (For Cloud Substrates)

11. "For public cloud substrates, how do you reason about data transfer costs?"
o Egress costs between regions?
o Egress costs to on-prem?
o Cost of moving data vs. cost of compute?
12. "Can FC-2C optimize placement for cost + data locality?"
o Example: Cheaper to move 1GB than to run compute remotely?
o Multi-objective optimization?

Data Gravity Scorecard

Capability Automated Manual Config Not Available Notes
Data location discovery

Data residency constraint modeling
FC-2C data-aware placement
Cross-location data access coordination
Data movement cost optimization
Placement reasoning visibility

Red Flags:



e FC-2C doesn't consider data location in placement X
e No discovery of data sources (all manual) X

« Cannot model "data cannot move" constraints X

e Platform assumes data can always move X

4.5 Compliance Propagation Assessment (Outlined)

Purpose: Test whether compliance requirements flow automatically from policy declaration
through all enforcement layers.

Key test: "Data tagged GDPR at FC-1 — automatic enforcement at FC-2C placement, FC-2B
execution, network policy"

Questions for vendors:
e How do you tag data for compliance?
e How does FC-2C consume compliance tags?
e How is enforcement verified across layers?

e What audit trail exists for compliance?

Full section to be developed based on community feedback

4.6 Observability Correlation Assessment (Outlined)

Purpose: Test whether operators can troubleshoot from application symptoms to infrastructure
causes.

Key test: "Application latency spike — operator can trace to infrastructure cause (network,
storage, resource contention)"

Questions for vendors:

o What observability integration exists?

e Can metrics be correlated across layers?

e What troubleshooting workflows are supported?
Full section to be developed based on community feedback

4.7 Integration Gaps Matrix

For vendors to complete:



Vendor

Integration Point Provides
FC-0 telemetry — FC-2C
Policy — FC-2C

External metadata — FC-
2C

FC-2C — FC-2B
execution

Infrastructure
observability — Platform
Cross-layer
troubleshooting

Identity propagation (infra
— app)

Data location — FC-2C

Compliance tags —
enforcement

API Exists
(Customer Builds)

This feeds Section 2.6 (Gap Ownership assessment)

Customer Must
Build (No API)

S. Detailed Buyer Questions by Layer

For Path 3-4 Organizations

Not
Possible

This section provides detailed technical questions for each Fourth Cloud layer. Use these to
evaluate vendor capabilities, reveal assumptions, and identify gaps.

How to use this section:

e Don't ask every question to every vendor

e Focus on layers the vendor claims to provide

o Skip questions about layers vendor doesn't cover
e Use answers to populate Gap Ownership Matrix (Section 2.6)

5.1 FC-0: Physical & Virtual Substrate

What this layer provides: Compute, network, storage, accelerators - the physical/virtual

infrastructure foundation.

Hardware & Acceleration



1. What compute types are supported?
o CPUs: x86, ARM, other?
o GPUs: NVIDIA, AMD, Intel?
o Specialized accelerators: TPUs, FPGAs, ASICs?
o Can we mix hardware types in same platform?
2. How do you abstract heterogeneous hardware?
o Can workloads move between different hardware types?

o Is abstraction automatic or must workloads be hardware-aware?

o Example: Can container move from x86 to ARM transparently?
3. What are your hardware lifecycle assumptions?

o Minimum supported hardware age?

o How do you handle end-of-support hardware?

o Can we add new hardware types without platform upgrade?

Networking

4. What networking fabric is required/supported?
o Minimum network speed requirements?
o Specific network hardware required?
o Can we use existing network infrastructure?
5. How do you support multi-region/multi-site deployment?
o  WAN connectivity requirements?
o Latency tolerances between sites?
o How does the platform behave during network partitions?
6. What network telemetry is exposed to upper layers?
o What metrics are available? (Bandwidth, latency, packet loss)
o How does FC-2C consume network state?
o Can FC-2C make network-aware placement decisions?

Storage

7. What storage types are supported?
o Block, file, object?
o Local vs. network-attached?
o Performance tiers?
8. How do you handle storage locality?
o Can workloads be scheduled near their storage?
o How does FC-2C understand storage topology?

Substrate Flexibility

9. Can we run this on:

Physical servers (bare metal)?

Existing virtualization platform (specify which)?
Public cloud infrastructure (AWS, Azure, GCP)?
All of the above in same platform?
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10. What happens when we need to add new substrate types?
o Example: Start with bare metal, later add cloud
o Does this require platform redesign?
o Can FC-2C reason across mixed substrates?

Telemetry & Observability

11. What infrastructure telemetry is collected?
o Metrics: CPU, memory, network, storage, GPU?
o Granularity: Per host? Per VM? Per container?
o Retention period?

12. How is telemetry exposed?
o Prometheus? OpenTelemetry? Proprietary?
o Can we integrate with existing monitoring tools?
o What APIs exist for custom telemetry collection?

Sustainability & Efficiency

13. How do you report infrastructure efficiency/sustainability metrics?
o Power consumption tracking?
o Carbon intensity awareness?
o Resource utilization metrics?
14. Can FC-2C optimize for sustainability?
o Example: Consolidate workloads to reduce power
o Example: Schedule flexible workloads during low-carbon periods

Vendor Lock-In & Portability

15. What hardware/vendor dependencies exist?
o Must we use specific server vendors?
o Specific network equipment?
o Specific storage systems?
16. Can we migrate workloads between different FC-0 substrates?
o Example: On-prem to cloud, or vice versa
o What's required for migration?
o Data portability story?

5.2 FC-2A: Infrastructure Orchestration

What this layer provides: Provisioning, lifecycle management, quotas, RBAC for infrastructure
resources.

Provisioning & Lifecycle



1. How do you provision infrastructure resources?
o VMs, containers, bare metal?
o Automated or manual?
o What's the provisioning time? (Seconds, minutes, hours)
2. What infrastructure as code (IaC) support exists?
o Terraform? Pulumi? CloudFormation? Proprietary?
o Can existing IaC be used or must we rewrite?
o GitOps support?
3. How do you handle infrastructure lifecycle?
o OS patching? Firmware updates? Driver updates?
o Who manages this: vendor, customer, or shared?
o How disruptive are updates?
4. What happens during infrastructure failures?
o Automatic VM/container restart?
o Workload migration to healthy hosts?
o How does FC-2C participate in failure recovery?

Resource Management

5. How are resources allocated and managed?
o Quotas per team/project/namespace?
o Oversubscription allowed?
o Resource reservation mechanisms?
6. What RBAC model exists?
o How granular is access control?
o Integration with enterprise identity (AD, LDAP, SAML)?
o How does infrastructure RBAC relate to application RBAC?
7. How do you handle resource contention?
o QoS enforcement?
o Noisy neighbor prevention?
o Priority-based scheduling?

Multi-Region & Multi-Cloud

8. How does FC-2A manage resources across regions/clouds?
o Unified control plane?
o Per-region control planes?
o How is consistency maintained?

9. Can we set region/cloud-specific policies?
o Example: "This cloud provider gets reserved capacity"
o Example: "This region is for DR only"

Integration with FC-2C

10. What telemetry does FC-2A expose to FC-2C?
o Available capacity per cluster?



o Resource utilization?
o Quotas and limits?
11. How does FC-2C interact with FC-2A?
o Does FC-2C call FC-2A APIs to provision?
o Can FC-2A policies constrain FC-2C decisions?
o How are conflicts resolved?

Operational Concerns

12. What operational burden does FC-2A place on our team?
o Day-to-day operations required?
o Who handles upgrades? (Vendor, customer, shared)
o What runbooks/documentation exist?
13. How do you prevent configuration drift?
o Desired state reconciliation?
o Automated drift detection?
o How is drift remediated?
14. What happens during platform upgrades?
o Downtime required?
o Rolling upgrades supported?
o Rollback capabilities?

5.3 FC-2B: Execution & Runtime

What this layer provides: Workload execution, orchestration, runtime environments.

Runtime Support

1. What runtime environments are supported?
o VMs (which hypervisors)?
o Containers (Kubernetes, other)?
o Bare metal workloads?
o Serverless/functions?
2. Can we run multiple runtime types on same infrastructure?
o VMs and containers co-located?
o How is isolation maintained?
o Resource sharing or strict separation?
3. What orchestration engines are supported?
o Kubernetes (which distributions)?
o Proprietary orchestration?
o Can we use existing orchestration (bring your own K8s)?

Workload Execution



4. How are workloads scheduled and executed?
o What scheduling algorithms?
o How does FC-2C influence scheduling?
o Can scheduling be customized?
5. What happens when workloads fail?
o Automatic restart policies?
o Failure detection time?
o How are cascading failures prevented?
6. How do you handle stateful workloads?
o Persistent storage integration?
o State management for VMs vs. containers?
o Backup/restore mechanisms?

Networking & Service Mesh

7. What networking model exists for workloads?
o Overlay networks? Physical networks?
o Service discovery mechanisms?
o Load balancing?
8. Do you provide service mesh capabilities?
o mTLS between services?
o Traffic management?
o Or must we bring our own?
9. How do you handle multi-region/multi-cloud networking?
o Cross-region service communication?
o Latency optimization?
o Network policy enforcement across locations?

Security & Isolation

10. How are workloads isolated?
o VM-level isolation?
o Container namespaces?
o Network segmentation?

11. How do you handle secrets and credentials?
o Secrets management system?
o Integration with external vaults (HashiCorp, cloud KMS)?
o Secret rotation?

12. What security scanning/enforcement exists?
o Image scanning for containers?
o Runtime security monitoring?
o Compliance enforcement at runtime?

Integration with FC-2C

13. What execution metrics does FC-2B expose to FC-2C?



o Workload health?

o Resource consumption?

o Performance metrics (latency, throughput)?
14. How does FC-2C influence execution?

o Can FC-2C migrate running workloads?

o Can FC-2C adjust resource allocation?

o What's the feedback loop timing?

Operational Concerns

15. What logging and observability exists?
o Container/VM logs collection?
o Metrics exposure (Prometheus, etc.)?
o Distributed tracing support?
16. How do you handle upgrades to runtime environments?
o Kubernetes version upgrades?
o Hypervisor updates?
o Impact on running workloads?

5.4 FC-2C: Reasoning Plane (Agentic Infrastructure)
This is the differentiator. The intelligence layer that makes Fourth Cloud possible.
Decision Inputs

1. What inputs does your reasoning engine consume?
o Infrastructure state from FC-0/2A? (Capacity, health)
o Workload requirements? (Resources, constraints)
o Policy rules? (Compliance, placement)
o Cost data? (If applicable)
o External metadata? (From data catalogs, CMDB, etc.)
2. How fresh is the input data?
o Real-time telemetry?
o Cached data with lag? (How much lag)
o What happens if data is stale?
3. Can we provide external inputs to FC-2C?
o Custom metadata sources?
o Business context?
o Third-party policy engines?

Policy & Reasoning Model

4. What policy language do you use?



o OPA/Rego? CUE? YAML? Python? Proprietary?
o Is policy language portable? (Can we take it with us)
o Can policies be versioned via GitOps?
5. How does your reasoning model work?
o Rule-based? Optimization algorithm? ML-based?
o Isitexplainable? (Can we see why decisions were made)
o Can we tune/customize the model?
6. What objectives can FC-2C optimize for?
o Cost minimization?
Latency optimization?
Compliance enforcement?
Resource efficiency?
Can we prioritize objectives?

O O O O

Decision-Making & Execution

7. How does FC-2C make placement decisions?
o Walk through decision flow for a workload
o What factors are considered?
o How are trade-offs resolved?

8. What is "compute moves to data" vs. other strategies?
o Can FC-2C understand data locality?
o How does it balance moving compute vs. moving data?
o If data can't move, is that enforced?

9. How does FC-2C handle multi-region/multi-cloud placement?
o Can it reason across clouds (AWS + on-prem + Azure)?
o How does it handle latency between regions?
o Cross-cloud networking assumptions?

Governance & Safety

10. How do you prevent ""reasoning failures' from causing harm?
o Example: FC-2C violates compliance by placing EU workload in US
o Validation before execution?
o Circuit breakers?
11. Do you provide simulation/dry-run mode?
o Can we test policies before enforcing?
o Can we simulate "what if" scenarios?
o How accurate is simulation vs. reality?
12. Do you provide a kill switch?
o Can we disable autonomous decisions in emergency?
o What happens to running workloads when FC-2C is disabled?
o Graceful degradation or hard stop?
13. How do you prevent policy oscillation?
o Example: FC-2C moves workload A—B, then immediately B—A
o Dampening mechanisms?



o Stability guarantees?
Auditability & Transparency

14. Are FC-2C decisions auditable?
o Immutable decision logs?
o What information is logged? (Inputs, reasoning, outcome)
o Retention period?
15. Can we see decision reasoning in real-time?
o UI showing "why workload was placed here"?
o API to query decision rationale?
o Operator visibility into FC-2C thinking?
16. How do you handle decision failures?
o What if FC-2C makes wrong decision?
o Alerting mechanisms?
o Rollback capabilities?

Human Oversight

17. Can operators override FC-2C decisions?
o Manual placement override?
o How long does override persist?
o How is override communicated to FC-2C?
18. Can we constrain FC-2C decision space?
o Example: "Never place production on dev clusters"
o Hard constraints vs. soft preferences?
o How are constraints validated?

Integration Points

19. How does FC-2C integrate with FC-2A?
o Does it call provisioning APIs directly?
o Or provide recommendations for human approval?
20. How does FC-2C integrate with FC-2B?
o Can it migrate running workloads?
o Does it monitor execution outcomes?
o Feedback loop for learning?
21. Can FC-2C consume policy from external systems?
o Enterprise policy engines?
o Compliance management systems?
o Or must all policy be in FC-2C native language?

Liability & Responsibility

22. Who is liable when FC-2C makes bad decisions?
o Example: Violates compliance, costs spike, SLA breach



o Vendor liability? Customer liability? Shared?
o What contractual protections exist?
23. What support exists for FC-2C issues?
o Can vendor troubleshoot decision failures?
o What's the support SLA for FC-2C?
o Escalation paths?

5.5 FC-3 & FC-4: Application & Integration Layers

Note: These layers are less critical for infrastructure-focused Fourth Cloud evaluation. Questions
here are lighter.

Application Runtime (FC-3)

1. What application runtimes do you support?
o Specific frameworks? (Language runtimes, web servers, etc.)
o Or runtime-agnostic?
2. How do applications interact with FC-2C?
o Do applications declare requirements to FC-2C?
o Oris FC-2C transparent to applications?
3. What application-level services exist?
o Load balancing, service discovery, etc.?
o Or must applications bring their own?

Integration Points (FC-4)

4. How do we integrate existing enterprise systems?
o Identity systems (AD, LDAP, SAML)?
o Monitoring tools (Datadog, Splunk, etc.)?
o ITSM/ticketing (ServiceNow, Jira)?
5. What APIs/interfaces exist for external integration?
o REST APIs? gRPC? GraphQL?
o Webhook support?
o CLI tools?
6. How do you handle enterprise compliance requirements?
o Audit logging integration?
o Compliance reporting?
o Integration with GRC tools?

5.6 System-Wide Concerns



Cross-cutting questions that apply to entire platform:
Observability

1. What unified observability exists across all layers?
o Can we see from application — infrastructure in one view?
o Correlation of metrics, logs, traces?
o What observability tools/formats are supported?
2. How do you provide cost attribution?
o Per team? Per project? Per application?
o Granularity of cost data?
o Real-time or delayed?

Security

3. What security certifications do you hold?
o S0OC2,IS0 27001, FedRAMP, etc.?
o Penetration testing cadence?
o Vulnerability disclosure process?

4. How do you implement zero trust?
o Identity verification at all layers?
o Least privilege enforcement?
o Network segmentation?

5. What supply chain security controls exist?
o Software bill of materials (SBOM)?
o Signed images/binaries?
o Provenance tracking?

Reliability & Recovery

6. What SLAs do you provide?
o Infrastructure availability?
o FC-2C decision-making availability?
o Support response times?

7. How do you implement disaster recovery?
o Backup mechanisms?
o Cross-region failover?
o RTO/RPO targets?

8. What happens during platform failures?
o Single points of failure?
o Degraded mode operations?
o Recovery procedures?

Upgrades & Evolution

9. How do you handle platform upgrades?



o Frequency of releases?
o Downtime required?
o Rollback capabilities?
10. What's your API stability commitment?
o Breaking changes policy?
o Deprecation timelines?
o Migration tools for API changes?

Extensibility

11. What extension mechanisms exist?
o Custom plugins? Webhooks? Scripts?
o How stable are extension points?
o Support for custom extensions?
12. Can we customize FC-2C reasoning?
o Add custom decision factors?
o Modify optimization algorithms?
o Oris FC-2C black box?

Interoperability

13. How do you support interoperability with other vendors?
o Standard protocols/APIs?
o Partner ecosystem?
o Certified integrations?
14. Can we migrate workloads to/from your platform?
o Import existing VMs/containers?
o Export to other platforms?
o Vendor lock-in mitigations?

Identity Propagation
15. How is identity propagated across all layers?
o From user login — infrastructure — application?

o Unified identity model?
o Or separate identity per layer?

Conclusion

What You've Just Read



This Fourth Cloud Readiness Assessment and Evaluation Framework represents 15 years of
private cloud failures distilled into patterns, lessons, and honest assessment criteria.

The core insights:

1. Fourth Cloud is a maturity-based journey, not a binary decision
o Path 1-4 framework provides realistic progression
o Most organizations should focus on capability building first
o 5% are ready for full best-of-breed composition
2. Gap lifecycle management is why private cloud fails
o Not the technology
o Not the vendors
o The invisible product management burden of coordinating integrations
o $1-2M per gap over 5 years
o Nobody budgets for lifecycle coordination
3. Integration must be real, not just coexistence
o Layers must share context automatically
o Identity flows, metadata informs decisions, policies propagate
o FC-2C reasoning is the differentiator
4. Operational sustainability determines viability
o Can you operate this with product discipline?
o Do you have the team structure, evolution model, and maturity?
o Or will this become another abandoned platform?

Next Steps

If you completed Section 3 and scored 0-10 boxes:
e Focus on capability building (Path 1)
e Come back in 18-24 months
e You saved $5-10M on a failed initiative
If you scored 11-20 boxes:
e Follow Path 2 (staged modernization)
o Evaluate integrated solutions only

e Use Section 2.X for vendor filtering

If you scored 21-25 boxes:

Follow Path 3 (selective adoption)

Use Sections 4-5 for vendor evaluation

Focus on single-vendor or lightly-composed solutions
Complete gap ownership assessments (Section 2.6)

If you scored 26-30 boxes:



e Follow Path 4 (full composition)

e Use complete RFP for best-of-breed evaluation

e You need expert guidance - consider Buyer Room engagement
o Budget properly for gap lifecycle management

Community Feedback Welcome
This is version 0.9 - your input shapes future versions.
We need feedback on:

e Does the maturity-based path approach work for you?
e Is Section 2.6 (Gap Ownership) the right emphasis?

e Are Sections 4-5 at the right abstraction level?

e What's missing from outlined sections 6-12?

e Real-world examples to add

How to contribute:

e GitHub: [repository link to be added]

e Email: [contact to be added]

e Buyer Room participants: Direct feedback incorporated
Planned updates:

e Quarterly minor revisions based on feedback

e Semi-annual major revisions based on Buyer Room insights
e Community contributions credited

About The CTO Adyvisor

This framework is offered open-source as an industry contribution. For organizations in the 5%
ready for deep Fourth Cloud evaluation, The CTO Advisor offers:

Buyer Room Sessions: Peer CTO forums where similar organizations evaluate vendors together,
share gap ownership experiences, and make collective decisions.

Adyvisory Services: Custom gap ownership assessments, vendor evaluation facilitation, and
implementation guidance.

Stack Builder Integration: Interactive tool that generates comprehensive Fourth Cloud
roadmaps with gap analysis.

Contact: [to be added]
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Version 0.9 (December 2025):

o Initial public release

e Core framework: Self-assessment + vendor evaluation
e Sections 1-5 complete
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Planned Version 1.0 (Q1 2026):
e Complete sections 6-13 based on community priorities
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